**Тема 5. ООП в функциональном и прототипном стиле**

* 1. [Прототипное наследование](https://learn.javascript.ru/prototype-inheritance).
  2. [F.prototype](https://learn.javascript.ru/function-prototype).
  3. [Встроенные прототипы](https://learn.javascript.ru/native-prototypes).
  4. [Методы прототипов.](https://learn.javascript.ru/prototype-methods)
  5. [Классы.](https://learn.javascript.ru/class)
  6. [Наследование классов](https://learn.javascript.ru/class-inheritance).
  7. [Статические свойства и методы](https://learn.javascript.ru/static-properties-methods).
  8. [Приватные и защищённые методы и свойства](https://learn.javascript.ru/private-protected-properties-methods).
  9. [Расширение встроенных классов](https://learn.javascript.ru/extend-natives).
  10. [Проверка класса: "instanceof"](https://learn.javascript.ru/instanceof).
  11. [Примеси](https://learn.javascript.ru/mixins).
  12. Обработка ошибок, "try..catch".
  13. Пользовательские ошибки, расширение Error.
  14. Модули: введение.
  15. Модули: экспорт и импорт.
  16. Модули: динамические импорты.

Содержание данной темы включает материалы, доступные по адресу https://learn.javascript.ru.

1. [**Прототипное наследование**](https://learn.javascript.ru/prototype-inheritance)

В программировании часто возникает необходимость что-то расширить. Например, есть объект user со своими свойствами и методами, надо создать объекты admin и guest как его слегка изменённые варианты. Хотелось бы повторно использовать то, что есть у объекта user, не копировать/переопределять его методы, а просто создать новый объект на его основе.

*Прототипное наследование* — это возможность языка, которая помогает в этом.

**Свойство** [**[[Prototype]]**](https://learn.javascript.ru/prototype-inheritance#prototype)

В JavaScript объекты имеют специальное скрытое свойство [[Prototype]] (так оно названо в спецификации), которое либо равно null, либо ссылается на другой объект. Этот объект называется «прототип».

Если при чтении свойство из object отсутствует, JavaScript автоматически берет его из прототипа. В программировании такой механизм называется *прототипным наследованием*. Многие возможности языка и техники программирования основываются на нем.

Свойство [[Prototype]] является внутренним и скрытым, но есть много способов задать его. Одним из них является использование \_\_proto\_\_, например так:

let animal = {

eats: true

};

let rabbit = {

jumps: true

};

rabbit.\_\_proto\_\_ = animal;

 Свойство \_\_proto\_\_ – не то же самое, что [[Prototype]]. Это геттер/сеттер для него. Он существует по историческим причинам, в современном языке его заменяют функции Object.getPrototypeOf/Object.setPrototypeOf, которые также получают/устанавливают прототип. По спецификации \_\_proto\_\_ должен поддерживаться только браузерами, но по факту все среды, включая серверную, поддерживают его.

В примере ниже осуществляется поиск свойства в rabbit, а оно отсутствует, и JavaScript автоматически берет его из animal:

let animal = {

eats: true

};

let rabbit = {

jumps: true

};

rabbit.\_\_proto\_\_ = animal; // (\*)

alert( rabbit.eats ); // true (\*\*)

alert( rabbit.jumps ); // true

Здесь строка (\*) устанавливает animal как прототип для rabbit. Затем, когда alert пытается прочитать свойство rabbit.eats (\*\*), его нет в rabbit, поэтому JavaScript следует по ссылке [[Prototype]] и находит её в animal (смотрите снизу вверх):
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Здесь можно сказать, что animal является прототипом rabbit или rabbit прототипно наследует от animal. Так что если у animal много полезных свойств и методов, то они автоматически становятся доступными у rabbit. Такие свойства называются *унаследованными*. Например, есть метод в animal, он может быть вызван на rabbit:

let animal = {

eats: true,

walk() {

alert("Animal walk");

}

};

let rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

rabbit.walk(); // Animal walk

Метод автоматически берётся из прототипа:
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Цепочка прототипов может быть длиннее:

let animal = {

eats: true,

walk() {

alert("Animal walk");

}

};

let rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

let longEar = {

earLength: 10,

\_\_proto\_\_: rabbit

};

longEar.walk(); // Animal walk

alert(longEar.jumps); // true (для rabbit)
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Есть только два ограничения:

1. Ссылки не могут идти по кругу. JavaScript выдаст ошибку, если попытаться назначить \_\_proto\_\_ по кругу.
2. Значение \_\_proto\_\_ может быть объектом или null. Другие типы игнорируются.

Это вполне очевидно, но все же: может быть только один [[Prototype]]. Объект не может наследовать от двух других.

Прототип используется только для чтения свойств. Операции записи/удаления работают напрямую с объектом. В приведённом ниже примере присваивается rabbit собственный метод walk:

let animal = {

eats: true,

walk() {

/\* ... \*/

}

};

let rabbit = {

\_\_proto\_\_: animal

};

rabbit.walk = function() {

alert("Rabbit! Bounce-bounce!");

};

rabbit.walk(); // Rabbit! Bounce-bounce!

Теперь вызов rabbit.walk() находит метод непосредственно в объекте и выполняет его, не используя прототип:
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Свойства-акссессоры – исключение, так как запись в него обрабатывается функцией-сеттером. То есть, это, фактически, вызов функции. По этой причине admin.fullName работает корректно в приведённом ниже коде:

let user = {

name: "John",

surname: "Smith",

set fullName(value) {

[this.name, this.surname] = value.split(" ");

},

get fullName() {

return `${this.name} ${this.surname}`;

}

};

let admin = {

\_\_proto\_\_: user,

isAdmin: true

};

alert(admin.fullName); // John Smith (\*)

// срабатывает сеттер!

admin.fullName = "Alice Cooper"; // (\*\*)

Здесь в строке (\*) свойство admin.fullName имеет геттер в прототипе user, поэтому вызывается он. В строке (\*\*) свойство также имеет сеттер в прототипе, который и будет вызван.

[**Значение «this»**](https://learn.javascript.ru/prototype-inheritance#znachenie-this)

Прототипы никак не влияют на this. Неважно, где находится метод: в объекте или его прототипе. При вызове метода this – всегда объект перед точкой. Таким образом, вызов сеттера admin.fullName в качестве this использует admin, а не user.

Это на самом деле очень важная деталь, потому что может быть большой объект со множеством методов, от которого можно наследовать. Затем наследущие объекты могут вызывать его методы, но они будут изменять состояние этих объектов, а не большого. Например, здесь animal представляет собой «хранилище методов», и rabbit использует его. Вызов rabbit.sleep() устанавливает this.isSleeping для объекта rabbit:

let animal = {

walk() {

if (!this.isSleeping) {

alert(`I walk`);

}

},

sleep() {

this.isSleeping = true;

}

};

let rabbit = {

name: "White Rabbit",

\_\_proto\_\_: animal

};

rabbit.sleep();

alert(rabbit.isSleeping); // true

alert(animal.isSleeping); // undefined (нет такого свойства в прототипе)

Картинка с результатом:

![](data:image/png;base64,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)

Если бы были другие объекты, такие как bird, snake и т.д., унаследованные от animal, они также получили бы доступ к методам animal. Но this при вызове каждого метода будет соответствовать объекту, на котором происходит вызов (перед точкой), а не animal. Поэтому, когда записываются данные в this, они сохраняются в этих объектах. В результате методы являются общими, а состояние объекта — нет.

[**Цикл for…in**](https://learn.javascript.ru/prototype-inheritance#tsikl-for-in)

Цикл for..in проходит не только по собственным, но и по унаследованным свойствам объекта. Например:

let animal = {

eats: true

};

let rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

alert(Object.keys(rabbit)); // jumps

for(let prop in rabbit) alert(prop); // jumps, then eats

Если унаследованные свойства не нужны, то можно отфильтровать их при помощи встроенного метода [obj.hasOwnProperty(key)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/hasOwnProperty): он возвращает true, если у obj есть собственное, не унаследованное, свойство с именем key. Пример такой фильтрации:

let animal = {

eats: true

};

let rabbit = {

jumps: true,

\_\_proto\_\_: animal

};

for(let prop in rabbit) {

let isOwn = rabbit.hasOwnProperty(prop);

if (isOwn) {

alert(`Our: ${prop}`); // Our: jumps

} else {

alert(`Inherited: ${prop}`); // Inherited: eats

}

}

В этом примере цепочка наследования выглядит так: rabbit наследует от animal, который наследует от Object.prototype (так как animal – литеральный объект {...}, это по умолчанию), а затем null на самом верху:
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Стоит отметить следующее: метод rabbit.hasOwnProperty явно не определен. Если посмотреть на цепочку прототипов, то видно, что он берётся из Object.prototype.hasOwnProperty. То есть, он унаследован, но не появляется в цикле for..in, в отличие от eats и jumps. Дело в том, что это свойство не перечислимо. То есть, у него внутренний флаг enumerable стоит false, как и у других свойств Object.prototype. Поэтому оно и не появляется в цикле.

Почти все методы, получающие ключи/значения, такие как Object.keys, Object.values и другие – игнорируют унаследованные свойства. Они учитывают только свойства самого объекта, не его прототипа.

1. [**F.prototype**](https://learn.javascript.ru/function-prototype)

Как известно, новые объекты могут быть созданы с помощью функции-конструктора, new F(). Если в F.prototype содержится объект, оператор new устанавливает его в качестве [[Prototype]] для нового объекта.

JavaScript использовал прототипное наследование с момента своего появления. Это одна из основных особенностей языка.

Но раньше, прямого доступа к прототипу объекта не было. Надёжно работало только свойство "prototype" функции-конструктора. Поэтому оно используется во многих скриптах. Обратите внимание, что F.prototype означает обычное свойство с именем "prototype" для F. Это ещё не «прототип объекта», а обычное свойство F с таким именем. Приведём пример:

let animal = {

eats: true

};

function Rabbit(name) {

this.name = name;

}

Rabbit.prototype = animal;

let rabbit = new Rabbit("White Rabbit"); // rabbit.\_\_proto\_\_ == animal

alert( rabbit.eats ); // true

Установка Rabbit.prototype = animal буквально говорит интерпретатору следующее: "При создании объекта через new Rabbit() запиши ему animal в [[Prototype]]". Результат будет выглядеть так:
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На изображении: "prototype" – горизонтальная стрелка, обозначающая обычное свойство для "F", а [[Prototype]]– вертикальная, обозначающая наследование rabbit от animal.

F.prototype используется только при вызове new F() и присваивается в качестве свойства [[Prototype]]нового объекта. После этого F.prototype и новый объект ничего не связывает. После создания F.prototype может измениться, и новые объекты, созданные с помощью new F(), будут иметь другой объект в качестве [[Prototype]], но уже существующие объекты сохранят старый.

У каждой функции по умолчанию уже есть свойство "prototype". По умолчанию "prototype" – объект с единственным свойством constructor, которое ссылается на функцию-конструктор. Вот такой:

function Rabbit() {}

/\* прототип по умолчанию

Rabbit.prototype = { constructor: Rabbit };

\*/
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Проверим это:

function Rabbit() {}

// по умолчанию:

// Rabbit.prototype = { constructor: Rabbit }

alert( Rabbit.prototype.constructor == Rabbit ); // true

Соответственно, если ничего не меняется, то свойство constructor будет доступно всем кроликам через [[Prototype]]:

function Rabbit() {}

// по умолчанию:

// Rabbit.prototype = { constructor: Rabbit }

let rabbit = new Rabbit(); // наследует от {constructor: Rabbit}

alert(rabbit.constructor == Rabbit); // true (свойство получено из прототипа)
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Можно использовать свойство constructor существующего объекта для создания нового. Пример:

function Rabbit(name) {

this.name = name;

alert(name);

}

let rabbit = new Rabbit("White Rabbit");

let rabbit2 = new rabbit.constructor("Black Rabbit");

Это удобно, когда есть объект, но неизвестно какой конструктор использовался для его создания (например, он был взят из сторонней библиотеки), а необходимо создать ещё один такой объект.

Самое важное о свойстве "constructor" это то, что JavaScript сам по себе не гарантирует правильное значение свойства "constructor". Оно является свойством по умолчанию в "prototype" у функций, но что будет с ним позже – зависит только от разработчика. В частности, если заменить прототип по умолчанию на другой объект, свойства "constructor" в нём не будет. Например:

function Rabbit() {}

Rabbit.prototype = {

jumps: true

};

let rabbit = new Rabbit();

alert(rabbit.constructor === Rabbit); // false

Таким образом, чтобы сохранить верное свойство "constructor", надо добавлять/удалять/изменять свойства у прототипа по умолчанию вместо того, чтобы перезаписывать его целиком. В примере ниже Rabbit.prototype не перезаписывается полностью, а добавляется к нему свойство. Прототип по умолчанию сохраняется, и сохраняется доступ к Rabbit.prototype.constructor.

function Rabbit() {}

Rabbit.prototype.jumps = true

Или можно заново создать свойство constructor:

Rabbit.prototype = {

jumps: true,

constructor: Rabbit

};

1. [**Встроенные прототипы**](https://learn.javascript.ru/native-prototypes)

Свойство "prototype" широко используется в внутри самого языка JavaScript. Все встроенные функции-конструкторы используют его.

[**Object.prototype**](https://learn.javascript.ru/native-prototypes#object-prototype)

Выведем пустой объект:

let obj = {};

alert( obj ); // "[object Object]" ?

В рассматриваемом примере нету кода, который генерирует строку "[object Object]". Понятно, что это встроенный метод toString, но явно не видно, где он объявлен,  ведь obj  пуст. Дело в том, что краткая нотация obj = {} это то же самое, что и obj = new Object(), где Object – встроенная функция-конструктор для объектов с собственным свойством prototype, который ссылается на огромный объект с методом toString и другими. Вот что происходит:
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Когда вызывается new Object() (или создаётся объект с помощью литерала {...}), свойство [[Prototype]] этого объекта устанавливается на Object.prototype по правилам, которые рассматривались в предыдущем вопросе:
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Таким образом, когда вызывается obj.toString(), метод берётся из Object.prototype. Можно проверить это так:

let obj = {};

alert(obj.\_\_proto\_\_ === Object.prototype); // true

// obj.toString === obj.\_\_proto\_\_.toString == Object.prototype.toString

Обратим внимание, что выше Object.prototype по цепочке прототипов больше нет [[Prototype]]:

alert(Object.prototype.\_\_proto\_\_); // null

Другие встроенные объекты, такие как Array, Date, Function и другие, также хранят свои методы в прототипах. Например, при создании массива [1, 2, 3] внутренне используется конструктор массива Array. Поэтому прототипом массива становится Array.prototype, предоставляя ему свои методы. Это позволяет эффективно использовать память.

Согласно спецификации, наверху иерархии встроенных прототипов находится Object.prototype. Поэтому иногда говорят, что «всё наследует от объектов».

Вот более полная картина (для 3 встроенных объектов):
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Проверим прототипы:

let arr = [1, 2, 3];

// наследует от Array.prototype?

alert( arr.\_\_proto\_\_ === Array.prototype ); // true

// затем от Object.prototype?

alert( arr.\_\_proto\_\_.\_\_proto\_\_ === Object.prototype ); // true

// и null на вершине иерархии

alert( arr.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_ ); // null

Некоторые методы в прототипах могут пересекаться, например, у Array.prototype есть свой метод toString, который выводит элементы массива через запятую:

let arr = [1, 2, 3]

alert(arr); // 1,2,3 <-- результат Array.prototype.toString

Как известно, у Object.prototype есть свой метод toString, но так как Array.prototype ближе в цепочке прототипов, то берётся именно вариант для массивов:
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В браузерных инструментах, таких как консоль разработчика, можно посмотреть цепочку наследования (возможно, потребуется использовать console.dir для встроенных объектов):
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Другие встроенные объекты устроены аналогично. Даже функции – объекты встроенного конструктора Function, и все их методы (call/apply и другие) берутся из Function.prototype. Также у функций есть свой метод toString.

function f() {}

alert(f.\_\_proto\_\_ == Function.prototype); // true

alert(f.\_\_proto\_\_.\_\_proto\_\_ == Object.prototype); // true, наследует от Object

[**Примитивы**](https://learn.javascript.ru/native-prototypes#primitivy)

Самое сложное происходит со строкам, числами и булевым типом. Как известно, они не объекты. Но если попытаться получить доступ к их свойствам, тогда будет создан временный объект-обёртка с использованием встроенных конструкторов String, Number, Boolean, который предоставит методы и после чего исчезнет. Эти объекты создаются невидимо для нас, и большая часть движков оптимизирует этот процесс, но спецификация описывает это именно таким образом. Методы этих объектов также находятся в прототипах, доступных как String.prototype, Number.prototype и Boolean.prototype.

Специальные значения null и undefined не имеют объектов-обёрток, так что методы и свойства им недоступны. Также у них нет соответствующих прототипов.

[**Изменение встроенных прототипов**](https://learn.javascript.ru/native-prototypes#native-prototype-change)

Встроенные прототипы можно изменять. Например, если добавить метод к String.prototype, метод становится доступен для всех строк:

String.prototype.show = function() {

alert(this);

};

"BOOM!".show(); // BOOM!

В течение процесса разработки могут возникнуть идеи о новых встроенных методах, которые хотелось бы иметь и добавить их во встроенные прототипы. Это плохая идея. Прототипы глобальны, поэтому очень легко могут возникнуть конфликты. Если две библиотеки добавляют метод String.prototype.show, то одна из них перепишет метод другой.

В современном программировании есть только один случай, в котором одобряется изменение встроенных прототипов. Это создание полифилов. Полифил – это термин, который означает замену метода, который существует в спецификации JavaScript, но он ещё не поддерживается текущим движком JavaScript. Тогда можно реализовать его и добавить его во встроенный прототип. Например:

if (!String.prototype.repeat) { // Если такого метода нет

// добавляем его в прототип

String.prototype.repeat = function(n) {

// повторить строку n раз

return new Array(n + 1).join(this);

};

}

alert( "La".repeat(3) ); // LaLaLa

[**Заимствование у прототипов**](https://learn.javascript.ru/native-prototypes#zaimstvovanie-u-prototipov)

Ранее рассматривалось заимствовании методов. Это когда метод из одного объекта и копируется в другой. Некоторые методы встроенных прототипов часто одалживают. Например, если создать объект, похожий на массив (псевдомассив), можно скопировать некоторые методы из Array в этот объект. Пример:

let obj = {

0: "Hello",

1: "world!",

length: 2,

};

obj.join = Array.prototype.join;

alert( obj.join(',') ); // Hello,world!

Это работает, потому что для внутреннего алгоритма встроенного метода join важна только корректность индексов и свойства length, он не проверяет является ли объект на самом деле массивом. И многие встроенные методы работают так же. Альтернативная возможность –можно унаследовать от массива, установив obj.\_\_proto\_\_ как Array.prototype, таким образом все методы Array станут автоматически доступны в obj. Но это будет невозможно, если obj уже наследует от другого объекта, ведь можно наследовать только от одного объекта одновременно.

Заимствование методов – гибкий способ, позволяющий смешивать функциональность разных объектов по необходимости.

1. [**Методы прототипов**](https://learn.javascript.ru/prototype-methods)

Ранее упоминалось, что существуют современные методы работы с прототипами. Свойство \_\_proto\_\_ считается устаревшим, и по стандарту должно поддерживаться только браузерами. Современные методы это:

* [Object.create(proto, [descriptors])](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/create) – создаёт пустой объект со свойством [[Prototype]], указанным как proto, и необязательными дескрипторами свойств descriptors.
* [Object.getPrototypeOf(obj)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/getPrototypeOf) – возвращает свойство [[Prototype]] объекта obj.
* [Object.setPrototypeOf(obj, proto)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/setPrototypeOf) – устанавливает свойство [[Prototype]] объекта obj как proto.

Эти методы нужно использовать вместо \_\_proto\_\_. Например:

let animal = {

eats: true

};

let rabbit = Object.create(animal);

alert(rabbit.eats); // true

alert(Object.getPrototypeOf(rabbit) === animal);

Object.setPrototypeOf(rabbit, {});

У Object.create есть необязательный второй аргумент: дескрипторы свойств. Можно добавить дополнительное свойство новому объекту таким образом:

let animal = {

eats: true

};

let rabbit = Object.create(animal, {

jumps: {

value: true

}

});

alert(rabbit.jumps); // true

Также можно использовать Object.create для глубокого клонирования объекта, более мощного, чем копирование свойств в цикле for..in:

let clone = Object.create(Object.getPrototypeOf(obj), Object.getOwnPropertyDescriptors(obj));

Такой вызов создаёт точную копию объекта obj, включая все свойства: перечисляемые и не перечисляемые, свойства, геттеры/сеттеры для свойств – и все это с правильным свойством [[Prototype]].

Технически, можно установить/получить [[Prototype]] в любое время. Но обычно прототип устанавливается только раз во время создания объекта, а после не меняется: rabbit наследует от animal, и это не изменится.

JavaScript движки хорошо оптимизированы для этого. Изменение прототипа «на лету» с помощью Object.setPrototypeOf или obj.\_\_proto\_\_= – очень медленная операция, которая ломает внутренние оптимизации для операций доступа к свойствам объекта. Так что лучше избегайте этого, кроме тех случаев, когда знаете, что делаете, либо скорость JavaScript для вас не имеет никакого значения.

Как известно, объекты можно использовать как ассоциативные массивы для хранения пар ключ/значение. Но если попробовать хранить созданные пользователями ключи (например, словари с пользовательским вводом), можно заметить интересный сбой: все ключи работают как ожидается, за исключением "\_\_proto\_\_". Например:

let obj = {};

let key = prompt("What's the key?", "\_\_proto\_\_");

obj[key] = "some value";

alert(obj[key]); // [object Object], не "some value"

Если пользователь введёт \_\_proto\_\_, присвоение проигнорируется, так как свойство \_\_proto\_\_ должно быть либо объектом, либо null, а строка не может стать прототипом.

Свойство \_\_proto\_\_ – не обычное, а аксессор, заданный в Object.prototype:
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Так что при чтении или установке obj.\_\_proto\_\_ вызывается соответствующий геттер/сеттер из прототипа obj, и именно он устанавливает/получает свойство [[Prototype]].

Поните, что \_\_proto\_\_ – это способ доступа к свойству [[Prototype]], это не само свойство [[Prototype]].

Теперь, если надо использовать объект как ассоциативный массив, можно сделать это следующим образом:

let obj = Object.create(null);

let key = prompt("What's the key?", "\_\_proto\_\_");

obj[key] = "some value";

alert(obj[key]); // "some value"

Object.create(null) создаёт пустой объект без прототипа ([[Prototype]] будет null):
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Таким образом не будет унаследованного геттера/сеттера для \_\_proto\_\_. Теперь это свойство обрабатывается как обычное свойство, и приведённый выше пример работает правильно. Можно назвать такой объект «простейшим» или «чистым словарным объектом», потому что он ещё проще чем обычный объект {...}. Недостаток в том, что у таких объектов не будет встроенных методов объекта, таких как toString:

let obj = Object.create(null);

alert(obj); // Error (no toString)

Но обычно это нормально для ассоциативных массивов. Обратите внимание, что большая часть методов, связанных с объектами, имеют вид Object.something(...). К примеру, Object.keys(obj) не находятся в прототипе, так что они продолжат работать для таких объектов:

let chineseDictionary = Object.create(null);

chineseDictionary.hello = "你好";

chineseDictionary.bye = "再见";

alert(Object.keys(chineseDictionary)); // hello,bye

1. [**Классы**](https://learn.javascript.ru/class)

В объектно-ориентированном программировании класс – это расширяемый шаблон кода для создания объектов, который устанавливает в них начальные значения (свойства) и реализацию поведения (методы).

На практике часто надо создавать много объектов одного вида, например пользователей, товары или что-то еще. Как известно, с этим может помочь new function. Но в современном JavaScript есть и более продвинутая конструкция class, которая предоставляет новые возможности, полезные для объектно-ориентированного программирования.

[**Синтаксис «class»**](https://learn.javascript.ru/class#sintaksis-class)

Базовый синтаксис выглядит так:

class MyClass {

// методы класса

constructor() { ... }

method1() { ... }

method2() { ... }

method3() { ... }

...

}

Затем используйте вызов new MyClass() для создания нового объекта со всеми перечисленными методами. При этом автоматически вызывается метод constructor(), в нём можно инициализовать объект. Например:

class User {

constructor(name) {

this.name = name;

}

sayHi() {

alert(this.name);

}

}

let user = new User("Иван");

user.sayHi();

Когда вызывается new User("Иван"):

1. Создаётся новый объект.
2. constructor запускается с заданным аргументом и сохраняет его в this.name.

Затем можно вызывать методы объекта, такие как user.sayHi().

Методы в классе не разделяются запятой. Это приводит к синтаксической ошибке.

В JavaScript класс – это разновидность функции. Рассмотрим пример:

class User {

constructor(name) { this.name = name; }

sayHi() { alert(this.name); }

}

alert(typeof User); // function

Вот что на самом деле делает конструкция class User {...}:

1. Создает функцию с именем User, которая становится результатом объявления класса. Код функции берется из метода constructor (она будет пустой, если такого метода нет).
2. Сохраняет все методы, такие как sayHi, в User.prototype.

Затем, при вызове метода на новых объектах new User, он возьмётся из прототипа. Таким образом, объект new User имеет доступ к методам класса. На картинке показан результат объявления class User:

![](data:image/png;base64,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)

Как видно из кода ниже, класс – это функция или, если точнее, это метод constructor, методы находятся в User.prototype.

class User {

constructor(name) { this.name = name; }

sayHi() { alert(this.name); }

}

alert(typeof User); // function

alert(User === User.prototype.constructor); // true

alert(User.prototype.sayHi); // alert(this.name);

alert(Object.getOwnPropertyNames(User.prototype)); // constructor, sayHi

Иногда говорят, что class – это просто «синтаксический сахар» в JavaScript (синтаксис для улучшения читаемости кода, но не делающий ничего принципиально нового), потому что можно сделать все то же самое без конструкции class. Например:

// перепишем класс User с помощью функций

// 1. Создаём функцию constructor

function User(name) {

this.name = name;

}

// 2. Добавляем метод в прототип

User.prototype.sayHi = function() {

alert(this.name);

};

let user = new User("Иван");

user.sayHi();

Результат этого кода очень похож на предыдущий. Поэтому, class можно считать синтаксическим сахаром для определения конструктора вместе с методами прототипа. Однако есть важные отличия:

1. Во-первых, функция, созданная с помощью class, помечена специальным внутренним свойством [[FunctionKind]]:"classConstructor". Поэтому это не совсем то же самое, что создавать её вручную.

В отличие от обычных функций, конструктор класса не может быть вызван без new:

class User {

constructor() {}

}

alert(typeof User); // function

User(); // Error: Class constructor User cannot be invoked without 'new'

Кроме того, строковое представление конструктора класса в большинстве движков JavaScript начинается с «class …».

class User {

constructor() {}

}

alert(User); // class User { ... }

1. Методы класса являются неперечислимыми. Определение класса устанавливает флаг enumerable в false для всех методов в "prototype".
2. Классы всегда используют use strict. Весь код внутри класса автоматически находится в строгом режиме.

[**Class Expression**](https://learn.javascript.ru/class#class-expression)

Как и функции, классы можно определять внутри другого выражения, передавать, возвращать, присваивать и т.д. Пример Class Expression (по аналогии с Function Expression):

let User = class {

sayHi() {

alert("Привет");

}

};

Как и Named Function Expressions, выражения классов могут иметь имя, которое видно только внутри класса. Если у Class Expression есть имя, то оно видно только внутри класса:

let User = class MyClass {

sayHi() {

alert(MyClass);

}

};

new User().sayHi(); // работает

alert(MyClass); // ошибка

Можно динамически создавать классы «по-запросу»:

function makeClass(phrase) {

// объявляем класс и возвращаем его

return class {

sayHi() {

alert(phrase);

};

};

}

// Создаем новый класс

let User = makeClass("Привет");

new User().sayHi(); // Привет

Как и в литеральных объектах, в классах можно объявлять генераторы, вычисляемые свойства, геттеры/сеттеры и т.д. Пример user.name, реализованного с использованием get/set:

class User {

constructor(name) {

// вызывает сеттер

this.name = name;

}

get name() {

return this.\_name;

}

set name(value) {

if (value.length < 4) {

alert("Имя слишком короткое.");

return;

}

this.\_name = value;

}

}

let user = new User("Иван");

alert(user.name); // Иван

user = new User(""); // Имя слишком короткое.

При объявлении класса геттеры/сеттеры создаются на User.prototype:

Object.defineProperties(User.prototype, {

name: {

get() {

return this.\_name

},

set(name) {

// ...

}

}

});

Пример с вычисляемым свойством в скобках [...]:

class User {

['say' + 'Hi']() {

alert("Привет");

}

}

new User().sayHi();

Для методов-генераторов добавьте перед именем \*.

[**Свойства классов**](https://learn.javascript.ru/class#svoystva-klassov)

Свойства классов добавлены в язык недавно. Старым браузерам может понадобиться полифил. В приведённом выше примере у класса User были только методы. Добавим свойство:

class User {

name = "Аноним";

sayHi() {

alert(`Привет, ${this.name}!`);

}

}

new User().sayHi();

Свойство name не устанавливается в User.prototype. Вместо этого оно создаётся оператором new перед запуском конструктора, это именно свойство объекта.

1. [**Наследование классов**](https://learn.javascript.ru/class-inheritance)

Допустим, у нас есть два класса. Класс Animal:

class Animal {

constructor(name) {

this.speed = 0;

this.name = name;

}

run(speed) {

this.speed += speed;

alert(`${this.name} бежит со скоростью ${this.speed}.`);

}

stop() {

this.speed = 0;

alert(`${this.name} стоит.`);

}

}

let animal = new Animal("Мой питомец");
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Класс Rabbit:

class Rabbit {

constructor(name) {

this.name = name;

}

hide() {

alert(`${this.name} прячется!`);

}

}

let rabbit = new Rabbit("Мой кролик");
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Для того, чтобы наследовать класс от другого, мы должны использовать ключевое слово "extends" и указать название родительского класса перед {..}. Ниже Rabbit наследует от Animal:

class Animal {

constructor(name) {

this.speed = 0;

this.name = name;

}

run(speed) {

this.speed += speed;

alert(`${this.name} бежит со скоростью ${this.speed}.`);

}

stop() {

this.speed = 0;

alert(`${this.name} стоит.`);

}

}

// Наследуем от Animal указывая "extends Animal"

class Rabbit extends Animal {

hide() {

alert(`${this.name} прячется!`);

}

}

let rabbit = new Rabbit("Белый кролик");

rabbit.run(5); // Белый кролик бежит со скоростью 5.

rabbit.hide(); // Белый кролик прячется!

Теперь код Rabbit стал короче, так как используется конструктор класса Animal по умолчанию и кролик может использовать метод run как и все животные.

На самом деле ключевое слово extends добавляет ссылку на [[Prototype]] из Rabbit.prototype в Animal.prototype:

![](data:image/png;base64,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)

Если метод не найден в Rabbit.prototype, JavaScript возьмёт его из Animal.prototype.

Синтаксис создания класса допускает указывать после extends не только класс, но любое выражение. Пример вызова функции, которая генерирует родительский класс:

function f(phrase) {

return class {

sayHi() { alert(phrase) }

}

}

class User extends f("Привет") {}

new User().sayHi(); // Привет

Здесь class User наследует от результата вызова f("Привет"). Это может быть полезно для продвинутых приёмов проектирования, где можно использовать функции для генерации классов в зависимости от многих условий и затем наследовать их.

[**Переопределение методов**](https://learn.javascript.ru/class-inheritance#pereopredelenie-metodov)

Сейчас Rabbit наследует от Animal метод stop, который устанавливает this.speed = 0. Если определить свой метод stop в классе Rabbit, то он будет использоваться взамен родительского:

class Rabbit extends Animal {

stop() {

// ...будет использован для rabbit.stop()

}

}

Обычно нет необходимости полностью заменять родительский метод, а только сделать новый на его основе, изменяя или расширяя его функциональность. Для этого надо определить новый метод, добавив нужный функционал, и вызывать родительский метод до/после или в процессе.

У классов есть ключевое слово "super" для таких случаев:

* super.method(...) вызывает родительский метод.
* super(...) вызывает родительский конструктор (работает только внутри нашего конструктора).

Пусть наш кролик автоматически прячется при остановке:

class Animal {

constructor(name) {

this.speed = 0;

this.name = name;

}

run(speed) {

this.speed += speed;

alert(`${this.name} бежит со скоростью ${this.speed}.`);

}

stop() {

this.speed = 0;

alert(`${this.name} стоит.`);

}

}

class Rabbit extends Animal {

hide() {

alert(`${this.name} прячется!`);

}

stop() {

super.stop(); // вызываем родительский метод stop

this.hide(); // и затем hide

}

}

let rabbit = new Rabbit("Белый кролик");

rabbit.run(5); // Белый кролик бежит со скоростью 5.

rabbit.stop(); // Белый кролик стоит. Белый кролик прячется!

Теперь у класса Rabbit есть метод stop, который вызывает родительский super.stop() в процессе выполнения.

У стрелочных функций нет super. При обращении к super стрелочной функции он берётся из внешней функции:

class Rabbit extends Animal {

stop() {

setTimeout(() => super.stop(), 1000); // вызывает родительский stop после 1 секунды

}

}

В примере super в стрелочной функции тот же самый, что и в stop(), поэтому метод отрабатывает как и ожидается. Если указать здесь «обычную» функцию, была бы ошибка:

// Unexpected super

setTimeout(function() { super.stop() }, 1000);

Согласно [спецификации](https://tc39.github.io/ecma262/#sec-runtime-semantics-classdefinitionevaluation), если класс расширяет другой класс и не имеет конструктора, то автоматически создаётся такой «пустой» конструктор. Например, у Rabbit нет своего конструктора.

class Rabbit extends Animal {

constructor(...args) {

super(...args);

}

}

Как видно, он просто вызывает конструктор родительского класса. Так будет происходить, пока не будет создан собственный конструктор. Добавим конструктор для Rabbit. Он будет устанавливать earLength в дополнение к name:

class Animal {

constructor(name) {

this.speed = 0;

this.name = name;

}

// ...

}

class Rabbit extends Animal {

constructor(name, earLength) {

this.speed = 0;

this.name = name;

this.earLength = earLength;

}

// ...

}

let rabbit = new Rabbit("Белый кролик", 10); // Error: this is not defined.

Ошибка возникла из-за того, что в классах-потомках конструктор обязан вызывать super(...) и делать это перед использованием this. Дело в том, что в JavaScript существует различие между «функцией-конструктором наследующего класса» и всеми остальными. В наследующем классе соответствующая функция-конструктор помечена специальным внутренним свойством [[ConstructorKind]]:"derived". Разница в следующем:

* Когда выполняется обычный конструктор, он создаёт пустой объект и присваивает его this.
* Когда запускается конструктор унаследованного класса, он этого не делает. Вместо этого он ждёт, что это сделает конструктор родительского класса.

Поэтому, если создать собственный конструктор, то надо вызвать super, в противном случае объект для this не будет создан, и возникнет ошибка. Чтобы конструктор Rabbit работал, он должен вызвать super() до того, как использовать this, чтобы не было ошибки:

class Animal {

constructor(name) {

this.speed = 0;

this.name = name;

}

// ...

}

class Rabbit extends Animal {

constructor(name, earLength) {

super(name);

this.earLength = earLength;

}

// ...

}

let rabbit = new Rabbit("Белый кролик", 10);

alert(rabbit.name); // Белый кролик

alert(rabbit.earLength); // 10

**[[[HomeObject]]](https://learn.javascript.ru/class-inheritance" \l "homeobject)**

В JavaScript для функций добавлено специальное внутреннее свойство: [[HomeObject]]. Когда функция объявлена как метод внутри класса или объекта, её свойство [[HomeObject]] становится равно этому объекту. Затем super использует его, чтобы получить прототип родителя и его методы. Посмотрим, как это работает – опять же, используя простые объекты:

let animal = {

name: "Животное",

eat() { // animal.eat.[[HomeObject]] == animal

alert(`${this.name} eats.`);

}

};

let rabbit = {

\_\_proto\_\_: animal,

name: "Кролик",

eat() { // rabbit.eat.[[HomeObject]] == rabbit

super.eat();

}

};

let longEar = {

\_\_proto\_\_: rabbit,

name: "Длинноух",

eat() { // longEar.eat.[[HomeObject]] == longEar

super.eat();

}

};

longEar.eat(); // Длинноух ест.

Это работает как задумано благодаря [[HomeObject]]. Метод, такой как longEar.eat, знает свой [[HomeObject]] и получает метод родителя из его прототипа. Вообще без использования this.

[**Методы не «свободны»**](https://learn.javascript.ru/class-inheritance#metody-ne-svobodny)

Как известно, функции в JavaScript «свободны», не привязаны к объектам. Их можно копировать между объектами и вызывать с любым this. Но само существование [[HomeObject]] нарушает этот принцип, так как методы запоминают свои объекты. [[HomeObject]] нельзя изменить, эта связь – навсегда. Единственное место в языке, где используется [[HomeObject]] – это super. Поэтому если метод не использует super, то все ещё можно считать его свободным и копировать между объектами. А вот если super в коде есть, то возможны побочные эффекты. Вот пример неверного результата super после копирования:

let animal = {

sayHi() {

console.log(`Я животное`);

}

};

// rabbit наследует от animal

let rabbit = {

\_\_proto\_\_: animal,

sayHi() {

super.sayHi();

}

};

let plant = {

sayHi() {

console.log("Я растение");

}

};

// tree наследует от plant

let tree = {

\_\_proto\_\_: plant,

sayHi: rabbit.sayHi // (\*)

};

tree.sayHi(); // Я животное

Вызов tree.sayHi() показывает «Я животное». Определённо неверно. Причина проста:

* В строке (\*), метод tree.sayHi скопирован из rabbit.
* Его [[HomeObject]] – это rabbit, ведь он был создан в rabbit. Свойство [[HomeObject]] никогда не меняется.
* В коде tree.sayHi() есть вызов super.sayHi(). Он идёт вверх от rabbit и берёт метод из animal.

Вот диаграмма происходящего:
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Свойство [[HomeObject]] определено для методов как классов, так и обычных объектов. Но для объектов методы должны быть объявлены именно как method(), а не "method: function()". В приведённом ниже примере используется синтаксис не метода, свойства-функции. Поэтому у него нет [[HomeObject]], и наследование не работает:

let animal = {

eat: function() { // должен быть короткий синтаксис: eat() {...}

// ...

}

};

let rabbit = {

\_\_proto\_\_: animal,

eat: function() {

super.eat();

}

};

rabbit.eat(); // Ошибка вызова super

1. [**Статические свойства и методы**](https://learn.javascript.ru/static-properties-methods)

Можно присвоить метод самой функции-классу, а не её "prototype". Такие методы называются статическими. В классе такие методы обозначаются ключевым словом static, например:

class User {

static staticMethod() {

alert(this === User);

}

}

User.staticMethod(); // true

Это фактически то же самое, что присвоить метод напрямую как свойство функции:

class User() { }

User.staticMethod = function() {

alert(this === User);

};

Значением this при вызове User.staticMethod() является сам конструктор класса User (правило «объект до точки»).

Обычно статические методы используются для реализации функций, принадлежащих классу, но не к каким-то конкретным его объектам. Например, есть объекты статей Article, и нужна функция для их сравнения. Естественное решение – сделать для этого метод Article.compare:

class Article {

constructor(title, date) {

this.title = title;

this.date = date;

}

static compare(articleA, articleB) {

return articleA.date - articleB.date;

}

}

let articles = [

new Article("HTML", new Date(2019, 1, 1)),

new Article("CSS", new Date(2019, 0, 1)),

new Article("JavaScript", new Date(2019, 11, 1))

];

articles.sort(Article.compare);

alert( articles[0].title ); // CSS

Здесь метод Article.compare стоит «над» статьями, как способ их сравнения. Это метод не отдельной статьи, а всего класса. Другим примером может быть так называемый «фабричный» метод. Представим, что нужно создавать статьи различными способами:

1. Создание через заданные параметры (title, date и т. д.).
2. Создание пустой статьи с сегодняшней датой и др.

Первый способ может быть реализован через конструктор. А для второго можно использовать статический метод класса. Такой как Article.createTodays() в следующем примере:

class Article {

constructor(title, date) {

this.title = title;

this.date = date;

}

static createTodays() {

// this = Article

return new this("Сегодняшний дайджест", new Date());

}

}

let article = Article.createTodays();

alert( article.title ); // Сегодняшний дайджест

Теперь каждый раз, когда нужно создать сегодняшний дайджест, нужно вызывать Article.createTodays(). Ещё раз, это не метод одной статьи, а метод всего класса. Статические методы также используются в классах, относящихся к базам данных, для поиска/сохранения/удаления вхождений в базу данных. Например, предположим, что Article - это специальный класс для управления статьями статический метод для удаления статьи:

Article.remove({id: 12345});

[**Статические свойства**](https://learn.javascript.ru/static-properties-methods#staticheskie-svoystva)

Эта возможность была добавлена в язык недавно. Примеры работают в последнем Chrome. Статические свойства также возможны, они выглядят как свойства класса, но с static в начале:

class Article {

static publisher = "Иван Иванов";

}

alert( Article.publisher ); // Иван Иванов

Это то же самое, что и прямое присваивание Article:

Article.publisher = "Иван Иванов";

Статические свойства и методы наследуются. Например, метод Animal.compare в коде ниже наследуется и доступен как Rabbit.compare:

class Animal {

constructor(name, speed) {

this.speed = speed;

this.name = name;

}

run(speed = 0) {

this.speed += speed;

alert(`${this.name} бежит со скоростью ${this.speed}.`);

}

static compare(animalA, animalB) {

return animalA.speed - animalB.speed;

}

}

// Наследует от Animal

class Rabbit extends Animal {

hide() {

alert(`${this.name} прячется!`);

}

}

let rabbits = [

new Rabbit("Белый кролик", 10),

new Rabbit("Чёрный кролик", 5)

];

rabbits.sort(Rabbit.compare);

rabbits[0].run(); // Чёрный кролик бежит со скоростью 5.

Можно вызвать Rabbit.compare, при этом будет вызван унаследованный Animal.compare. Это работает с использованием прототипов. Extends даёт Rabbit ссылку [[Prototype]] на Animal.
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Так что Rabbit extends Animal создаёт две ссылки на прототип:

1. Функция Rabbit прототипно наследует от Animal function.
2. Rabbit.prototype прототипно наследует от Animal.prototype.

В результате наследование работает как для обычных, так и для статических методов:

class Animal {}

class Rabbit extends Animal {}

// для статики

alert(Rabbit.\_\_proto\_\_ === Animal); // true

// для обычных методов

alert(Rabbit.prototype.\_\_proto\_\_ === Animal.prototype);

1. [**Приватные и защищённые методы и свойства**](https://learn.javascript.ru/private-protected-properties-methods)

В объектно-ориентированном программировании свойства и методы разделены на две группы:

* *Внутренний интерфейс* – методы и свойства, доступные из других методов класса, но не снаружи класса.
* *Внешний интерфейс* – методы и свойства, доступные снаружи класса.

Внутренний интерфейс используется для работы объекта, его методы, свойства используют друг друга. Всё, что нужно для использования объекта, это знать его внешний интерфейс. Совершенно не обязательно знать, его внутреннюю структуру и логику.

В JavaScript есть два типа полей (свойств и методов) объекта:

* *Публичные*: доступны отовсюду. Они составляют внешний интерфейс. До этого момента в рассматриваемых примерах использовались только публичные свойства и методы.
* *Приватные*: доступны только внутри класса. Они для внутреннего интерфейса.

Во многих других языках также существуют «защищённые» поля, доступные только внутри класса или для дочерних классов (то есть, как приватные, но разрёшен доступ для наследующих классов) и также полезны для внутреннего интерфейса. В некотором смысле они более распространены, чем приватные, потому что обычно надо, чтобы наследующие классы получали доступ к внутренним полям.

Защищённые поля не реализованы в JavaScript на уровне языка, но на практике они очень удобны, поэтому их эмулируют.

Создадим простой класс для описания работы кофеварки:

class CoffeeMachine {

waterAmount = 0; // количество воды внутри

constructor(power) {

this.power = power;

alert( `Создана кофеварка, мощность: ${power}` );

}

}

// создаём кофеварку

let coffeeMachine = new CoffeeMachine(100);

// добавляем воды

coffeeMachine.waterAmount = 200;

Сейчас свойства waterAmount и power публичные. Можно легко получать и устанавливать им любое значение извне. Изменим свойство waterAmount на защищённое, чтобы иметь больше контроля над ним. Например, не надо, чтобы кто-либо устанавливал его ниже нуля.

Защищённые свойства обычно начинаются с префикса \_. Это не синтаксис языка: есть хорошо известное соглашение между программистами, что такие свойства и методы не должны быть доступны извне. Большинство программистов следуют этому соглашению. Пожтому свойство будет называться \_waterAmount:

class CoffeeMachine {

\_waterAmount = 0;

set waterAmount(value) {

if (value < 0) throw new Error("Отрицательное количество воды");

this.\_waterAmount = value;

}

get waterAmount() {

return this.\_waterAmount;

}

constructor(power) {

this.\_power = power;

}

}

// создаём новую кофеварку

let coffeeMachine = new CoffeeMachine(100);

// устанавливаем количество воды

coffeeMachine.waterAmount = -10; // Error: Отрицательное количество воды

Теперь доступ под контролем, поэтому указать воду ниже нуля не удалось.

Сделаем свойство power доступным только для чтения. Иногда нужно, чтобы свойство устанавливалось только при создании объекта и после этого никогда не изменялось. Это как раз требуется для кофеварки: мощность никогда не меняется. Для этого нужно создать только геттер, но не сеттер:

class CoffeeMachine {

// ...

constructor(power) {

this.\_power = power;

}

get power() {

return this.\_power;

}

}

let coffeeMachine = new CoffeeMachine(100);

alert(`Мощность: ${coffeeMachine.power}W`); // Мощность: 100W

coffeeMachine.power = 25; // Error (no setter)

Здесь использовался синтаксис геттеров/сеттеров. Но в большинстве случаев использование функций get.../set... предпочтительнее:

class CoffeeMachine {

\_waterAmount = 0;

setWaterAmount(value) {

if (value < 0) throw new Error("Отрицательное количество воды");

this.\_waterAmount = value;

}

getWaterAmount() {

return this.\_waterAmount;

}

}

new CoffeeMachine().setWaterAmount(100);

Это выглядит немного длиннее, но функции более гибкие. Они могут принимать несколько аргументов.

Если унаследовать class MegaMachine extends CoffeeMachine, ничто не помешает нам обращаться к this.\_waterAmount или this.\_power из методов нового класса. Таким образом защищённые методы, конечно же, наследуются. В отличие от приватных полей.

**[Приватное свойство «#waterLimit»](https://learn.javascript.ru/private-protected-properties-methods" \l "privatnoe-svoystvo-waterlimit)**

Поддержка приватных свойств и методов была добавлена в язык недавно. В движках JavaScript пока не поддерживается или поддерживается частично, нужен полифилл. Приватные свойства и методы должны начинаться со знака #. Они доступны только внутри класса. Например, в классе ниже есть приватное свойство #waterLimit и приватный метод #checkWater для проверки количества воды:

class CoffeeMachine {

#waterLimit = 200;

#checkWater(value) {

if (value < 0) throw new Error("Отрицательный уровень воды");

if (value > this.#waterLimit) throw new Error("Слишком много воды");

}

}

let coffeeMachine = new CoffeeMachine();

// снаружи нет доступа к приватным методам класса

coffeeMachine.#checkWater(); // Error

coffeeMachine.#waterLimit = 1000; // Error

На уровне языка # является специальным символом, который означает, что поле приватное. Нельзя получить к нему доступ извне или из наследуемых классов. Приватные поля не конфликтуют с публичными. Может быть два поля одновременно – приватное #waterAmount и публичное waterAmount.

Например, давайте сделаем аксессор waterAmount для #waterAmount:

class CoffeeMachine {

#waterAmount = 0;

get waterAmount() {

return this.#waterAmount;

}

set waterAmount(value) {

if (value < 0) throw new Error("Отрицательный уровень воды");

this.#waterAmount = value;

}

}

let machine = new CoffeeMachine();

machine.waterAmount = 100;

alert(machine.#waterAmount); // Error

В отличие от защищённых, функционал приватных полей обеспечивается самим языком. Но если унаследовать от CoffeeMachine, то не будет прямого доступа к #waterAmount, только через геттер/сеттер waterAmount:

class MegaCoffeeMachine extends CoffeeMachine() {

method() {

alert( this.#waterAmount ); // Error: can only access from CoffeeMachine

}

}

Во многих случаях такое ограничение неудобно. Если расширяется CoffeeMachine, то должен быть доступ к внутренним методам и свойствам. Поэтому защищённые свойства используются чаще, хоть они и не поддерживаются синтаксисом языка.

Как известно, обычно можно получить доступ к полям объекта с помощью this[name]:

class User {

...

sayHi() {

let fieldName = "name";

alert(`Hello, ${this[fieldName]}`);

}

}

С приватными свойствами такое невозможно: this['#name'] не работает. Это ограничение синтаксиса сделано для обеспечения приватности.

1. [**Расширение встроенных классов**](https://learn.javascript.ru/extend-natives)

От встроенных классов, таких как Array, Map и других, тоже можно наследовать. Например, в этом примере PowerArray наследуется от встроенного Array:

class PowerArray extends Array {

isEmpty() {

return this.length === 0;

}

}

let arr = new PowerArray(1, 2, 5, 10, 50);

alert(arr.isEmpty()); // false

let filteredArr = arr.filter(item => item >= 10);

alert(filteredArr); // 10, 50

alert(filteredArr.isEmpty()); // false

Обратите внимание: встроенные методы, такие как filter, map и другие возвращают новые объекты унаследованного класса PowerArray. Их внутренняя реализация такова, что для этого они используют свойство объекта constructor.

В примере выше arr.constructor === PowerArray. Поэтому при вызове метода arr.filter() он внутри создаёт массив результатов, именно используя arr.constructor, а не обычный массив. Это удобно, поскольку можно продолжать использовать методы PowerArray далее на результатах.

Более того, можно настроить это поведение. При помощи специального статического геттера Symbol.species можно вернуть конструктор, который JavaScript будет использовать в filter, map и других методах для создания новых объектов. Если надо, чтобы методы map, filter и т. д. возвращали обычные массивы, то нужно вернуть Array в Symbol.species, вот так:

class PowerArray extends Array {

isEmpty() {

return this.length === 0;

}

// встроенные методы массива будут использовать этот метод как конструктор

static get [Symbol.species]() {

return Array;

}

}

let arr = new PowerArray(1, 2, 5, 10, 50);

alert(arr.isEmpty()); // false

// filter создаст новый массив, используя arr.constructor[Symbol.species] как конструктор

let filteredArr = arr.filter(item => item >= 10);

// filteredArr не является PowerArray, это Array

alert(filteredArr.isEmpty()); // Error: filteredArr.isEmpty is not a function

Теперь .filter возвращает Array. Расширенная функциональность не будет передаваться далее.

Другие коллекции, такие как Map, Set, работают аналогично. Они также исполуют Symbol.species.

[**Отсутствие статического наследования встроенных классов**](https://learn.javascript.ru/extend-natives#otsutstvie-staticheskogo-nasledovaniya-vstroennyh-klassov)

У встроенных объектов есть собственные статические методы, например, Object.keys, Array.isArray и т. д. Как известно, встроенные классы расширяют друг друга. Обычно, когда один класс наследует другому, то наследуются и статические методы. Но встроенные классы – исключение. Они не наследуют статические методы друг друуга. Например, и Array и Date наследуют от Object, так что в их экземплярах доступны методы из Object.prototype. Но Array.[[Prototype]] не ссылается на Object, поэтому нет методов Array.keys() или Date.keys().

Ниже представлена структура Date и Object:
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Как видно, нет связи между Date и Object. Они независимы, только Date.prototype наследует от Object.prototype. В этом важное отличие наследования встроенных объектов от тех, которые получаются с использованием extends.

1. [**Проверка класса: "instanceof"**](https://learn.javascript.ru/instanceof)

Оператор instanceof позволяет проверить, к какому классу принадлежит объект, с учётом наследования. Такая проверка может потребоваться во многих случаях. В рассматриваемых примерах она используется для создания полиморфной функции, которая интерпретирует аргументы по-разному в зависимости от их типа.

[**Оператор instanceof**](https://learn.javascript.ru/instanceof#ref-instanceof)

Синтаксис:

obj instanceof Class

Оператор вернёт true, если obj принадлежит классу Class или наследующему от него. Например:

class Rabbit {}

let rabbit = new Rabbit();

alert( rabbit instanceof Rabbit ); // true

Также это работает с функциями-конструкторами:

function Rabbit() {}

alert( new Rabbit() instanceof Rabbit ); // true

И для встроенных классов, таких как Array:

let arr = [1, 2, 3];

alert( arr instanceof Array ); // true

alert( arr instanceof Object ); // true

Обратите внимание, что arr также принадлежит классу Object, потому что Array наследует от Object.

Обычно оператор instanceof просматривает для проверки цепочку прототипов. Но это поведение может быть изменено при помощи статического метода Symbol.hasInstance.

Алгоритм работы obj instanceof Class работает примерно так:

1. Если имеется статический метод Symbol.hasInstance, тогда вызвать его: Class[Symbol.hasInstance](obj). Он должен вернуть либо true, либо false. Это как раз и есть возможность ручной настройки instanceof.

Пример:

class Animal {

static [Symbol.hasInstance](obj) {

if (obj.canEat) return true;

}

}

let obj = { canEat: true };

alert(obj instanceof Animal); // true: вызван Animal[Symbol.hasInstance](obj)

1. Большая часть классов не имеет метода Symbol.hasInstance. В этом случае используется стандартная логика: проверяется, равен ли Class.prototype одному из прототипов в прототипной цепочке obj.

Другими словами, сравнивается:

obj.\_\_proto\_\_ === Class.prototype?

obj.\_\_proto\_\_.\_\_proto\_\_ === Class.prototype?

obj.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_ === Class.prototype?

...

// если какой-то из ответов true - возвратить true

// если дошли до конца цепочки - false

В примере выше rabbit.\_\_proto\_\_ === Rabbit.prototype, так что результат будет получен немедленно. В случае с наследованием, совпадение будет на втором шаге:

class Animal {}

class Rabbit extends Animal {}

let rabbit = new Rabbit();

alert(rabbit instanceof Animal); // true

// rabbit.\_\_proto\_\_ === Rabbit.prototype

// rabbit.\_\_proto\_\_.\_\_proto\_\_ === Animal.prototype

Вот иллюстрация того как rabbit instanceof Animal сравнивается с Animal.prototype:

![](data:image/png;base64,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)

Есть метод [objA.isPrototypeOf(objB)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/object/isPrototypeOf), который возвращает true, если объект objA есть где-то в прототипной цепочке объекта objB. Так что obj instanceof Class можно перефразировать как Class.prototype.isPrototypeOf(obj). Сам конструктор Class не участвует в процессе проверки. Важна только цепочка прототипов Class.prototype. Это может приводить к интересным последствиям при изменении свойства prototype после создания объекта. Как, например, тут:

function Rabbit() {}

let rabbit = new Rabbit();

// заменяем прототип

Rabbit.prototype = {};

alert( rabbit instanceof Rabbit ); // false

Известно, что обычные объекты преобразуется к строке как [object Object]:

let obj = {};

alert(obj); // [object Object]

alert(obj.toString()); // то же самое

Так работает реализация метода toString. Но у toString имеются скрытые возможности, которые делают метод гораздо более мощным. Можно использовать его как расширенную версию typeof и как альтернативу instanceof. Согласно [спецификации](https://tc39.github.io/ecma262/#sec-object.prototype.tostring) встроенный метод toString может бы позаимствован у объекта и вызван в контексте любого другого значения. И результат зависит от типа этого значения.

* для числа это будет [object Number];
* для булева типа это будет [object Boolean];
* для null: [object Null];
* для undefined: [object Undefined];
* для массивов: [object Array] и т.д.

Например:

let objectToString = Object.prototype.toString;

let arr = [];

alert( objectToString.call(arr) ); // [object Array]

В примере использовался [call](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/function/call), чтобы выполнить функцию objectToString в контексте this=arr. Внутри, алгоритм метода toString анализирует контекст вызова this и возвращает соответствующий результат. Пример:

let s = Object.prototype.toString;

alert( s.call(123) ); // [object Number]

alert( s.call(null) ); // [object Null]

alert( s.call(alert) ); // [object Function]

**Свойство** [**Symbol.toStringTag**](https://learn.javascript.ru/instanceof#symbol-tostringtag)

Поведение метода объектов toString можно настраивать, используя специальное свойство объекта Symbol.toStringTag. Например:

let user = {

[Symbol.toStringTag]: "User"

};

alert( {}.toString.call(user) ); // [object User]

Такое свойство есть у большей части объектов, специфичных для определённых окружений. Вот несколько примеров для браузера:

alert( window[Symbol.toStringTag]); // window

alert( XMLHttpRequest.prototype[Symbol.toStringTag] ); // XMLHttpRequest

alert( {}.toString.call(window) ); // [object Window]

alert( {}.toString.call(new XMLHttpRequest()) ); // [object XMLHttpRequest]

Как видно, результат – это значение Symbol.toStringTag (если он имеется) обёрнутое в [object ...]. В итоге получили typeof, который не только работает с примитивными типами данных, но также и со встроенными объектами, и даже может быть настроен.

Можно использовать {}.toString.call вместо instanceof для встроенных объектов, когда надо получить тип в виде строки, а не просто сделать проверку.

1. [**Примеси**](https://learn.javascript.ru/mixins)

В JavaScript можно наследовать только от одного объекта. Объект имеет единственный [[Prototype]]. И класс может расширить только один другой класс. Иногда это ограничивает разработчика. Например, есть класс User, который реализует пользователей, и класс EventEmitter, реализующий события. Надо добавить функционал класса EventEmitter к User, чтобы пользователи могли легко генерировать события.

Для таких случаев существуют «примеси». По определению из Википедии, [примесь](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%B8%D0%BC%D0%B5%D1%81%D1%8C_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) – это класс, методы которого предназначены для использования в других классах, причём без наследования от примеси. Другими словами, примесь определяет методы, которые реализуют определённое поведение. Примесь не используется сама по себе, а используется, чтобы добавить функционал другим классам.

Простейший способ реализовать примесь в JavaScript – это создать объект с полезными методами, которые затем могут быть легко добавлены в прототип любого класса. В примере ниже примесь sayHiMixin имеет методы для придания объектам класса User возможности вести разговор:

let sayHiMixin = {

sayHi() {

alert(`Привет, ${this.name}`);

},

sayBye() {

alert(`Пока, ${this.name}`);

}

};

// использование:

class User {

constructor(name) {

this.name = name;

}

}

// копируем методы

Object.assign(User.prototype, sayHiMixin);

new User("Вася").sayHi(); // Привет, Вася!

Это не наследование, а просто копирование методов. Таким образом, класс User может наследовать от другого класса, но при этом также включать в себя примеси, «подмешивающие» другие методы, например:

class User extends Person {

// ...

}

Object.assign(User.prototype, sayHiMixin);

Примеси могут наследовать друг друга. В примере ниже sayHiMixin наследует от sayMixin:

let sayMixin = {

say(phrase) {

alert(phrase);

}

};

let sayHiMixin = {

\_\_proto\_\_: sayMixin,

sayHi() {

// вызываем метод родителя

super.say(`Привет, ${this.name}`); // (\*)

},

sayBye() {

super.say(`Пока, ${this.name}`); // (\*)

}

};

class User {

constructor(name) {

this.name = name;

}

}

// копируем методы

Object.assign(User.prototype, sayHiMixin);

new User("Вася").sayHi(); // Привет, Вася!

Обратите внимание, что при вызове родительского метода super.say() из sayHiMixin (строки, помеченные (\*)) этот метод ищется в прототипе самой примеси, а не класса.

Диаграмма:
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Это связано с тем, что методы sayHi и sayBye были изначально созданы в объекте sayHiMixin. Несмотря на то, что они скопированы, их внутреннее свойство [[HomeObject]] ссылается на sayHiMixin, как показано на картинке выше. Так как super ищет родительские методы в [[HomeObject]].[[Prototype]], это означает sayHiMixin.[[Prototype]], а не User.[[Prototype]].

[**EventMixin**](https://learn.javascript.ru/mixins#eventmixin)

Многие объекты в браузерной разработке (и не только) обладают важной способностью – они могут генерировать события. События – отличный способ передачи информации всем, кто в ней заинтересован. Создадим примесь, которая позволит легко добавлять функционал по работе с событиями любым классам/объектам.

* Примесь добавит метод .trigger(name, [data]) для генерации события. Аргумент name – это имя события, за которым могут следовать другие аргументы с данными для события.
* Также будет добавлен метод .on(name, handler), который назначает обработчик для события с заданным именем. Обработчик будет вызван, когда произойдёт событие с указанным именем name, и получит данные из .trigger.
* Будет добавлен метод .off(name, handler), который удаляет обработчик указанного события.

После того, как все методы примеси будут добавлены, объект user сможет сгенерировать событие "login" после входа пользователя в личный кабинет. А другой объект, к примеру, calendar сможет использовать это событие, чтобы показывать зашедшему пользователю актуальный для него календарь. Или menu может генерировать событие "select", когда элемент меню выбран, а другие объекты могут назначать обработчики, чтобы реагировать на это событие, и т.п. Код примеси:

let eventMixin = {

/\*\*

\* Подписаться на событие, использование:

\* menu.on('select', function(item) { ... }

\*/

on(eventName, handler) {

if (!this.\_eventHandlers) this.\_eventHandlers = {};

if (!this.\_eventHandlers[eventName]) {

this.\_eventHandlers[eventName] = [];

}

this.\_eventHandlers[eventName].push(handler);

},

/\*\*

\* Отменить подписку, использование:

\* menu.off('select', handler)

\*/

off(eventName, handler) {

let handlers = this.\_eventHandlers && this.\_eventHandlers[eventName];

if (!handlers) return;

for (let i = 0; i < handlers.length; i++) {

if (handlers[i] === handler) {

handlers.splice(i--, 1);

}

}

},

/\*\*

\* Сгенерировать событие с указанным именем и данными

\* this.trigger('select', data1, data2);

\*/

trigger(eventName, ...args) {

if (!this.\_eventHandlers || !this.\_eventHandlers[eventName]) {

return; // обработчиков для этого события нет

}

// вызов обработчиков

this.\_eventHandlers[eventName].forEach(handler => handler.apply(this, args));

}

};

Использование:

class Menu {

choose(value) {

this.trigger("select", value);

}

}

Object.assign(Menu.prototype, eventMixin);

let menu = new Menu();

// Добавить обработчик, который будет вызван при событии "select":

menu.on("select", value => alert(`Выбранное значение: ${value}`));

// Генерирует событие => обработчик выше запускается и выводит:

menu.choose("123"); // Выбранное значение: 123

Теперь если есть код, заинтересованный в событии "select", то он может слушать его с помощью menu.on(...). А eventMixin позволяет легко добавить такое поведение в любой класс без вмешательства в цепочку наследования.

1. **Обработка ошибок, "try..catch"**

В JavaScript есть синтаксическая конструкция try..catch, которая позволяет обрабатывать ошибки, в случае их возникновения.

[**Синтаксис «try…catch»**](https://learn.javascript.ru/try-catch#sintaksis-try-catch)

Конструкция try..catch состоит из двух основных блоков: try, и затем catch:

try {

// код...

} catch (err) {

// обработка ошибки

}

Работает она так:

1. Сначала выполняется код внутри блока try {...}.
2. Если в нём нет ошибок, то блок catch(err) игнорируется: выполнение доходит до конца try и потом далее, полностью пропуская catch.
3. Если же в нём возникает ошибка, то выполнение try прерывается, и поток управления переходит в начало catch(err). Переменная err (можно использовать любое имя) содержит объект ошибки с подробной информацией о произошедшем.
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Таким образом, при ошибке в блоке try {…} скрипт не «падает», и есть возможность обработать ошибку внутри catch. Рассмотрим примеры.

Пример без ошибок: выведет alert (1) и (2):

try {

alert('Начало блока try'); // (1) <--

// код без ошибок

alert('Конец блока try'); // (2) <--

} catch(err) {

alert('Catch игнорируется, так как нет ошибок'); // (3)

}

Пример с ошибками: выведет (1) и (3):

try {

alert('Начало блока try'); // (1) <--

lalala; // ошибка, переменная не определена

alert('Конец блока try (никогда не выполнится)'); // (2)

} catch(err) {

alert(`Возникла ошибка!`); // (3) <--

}

Чтобы try..catch работал, код должен быть выполнимым. Другими словами, это должен быть корректный JavaScript-код. Он не сработает, если код синтаксически неверен, например, содержит несовпадающее количество фигурных скобок:

try {

{{{{{{{{{{{{

} catch(e) {

alert("Движок не может понять этот код, он не корректен");

}

JavaScript-движок сначала читает код, а затем исполняет его. Ошибки, которые возникают во время фазы чтения, называются ошибками парсинга. Их нельзя обработать (изнутри этого кода), потому что движок не понимает код. Таким образом, try..catch может обрабатывать только ошибки, которые возникают в корректном коде. Такие ошибки называют «ошибками во время выполнения», а иногда «исключениями».

Исключение, которое произойдёт в коде, запланированном «на будущее», например в setTimeout, try..catch не поймает:

try {

setTimeout(function() {

noSuchVariable; // скрипт «упадёт» тут

}, 1000);

} catch (e) {

alert( "не сработает" );

}

Это потому, что функция выполняется позже, когда движок уже покинул конструкцию try..catch. Чтобы поймать исключение внутри запланированной функции, try..catch должен находиться внутри самой этой функции:

setTimeout(function() {

try {

noSuchVariable; // try..catch обрабатывает ошибку

} catch {

alert( "ошибка поймана!" );

}

}, 1000);

[**Объект ошибки**](https://learn.javascript.ru/try-catch#obekt-oshibki)

Когда возникает ошибка, JavaScript генерирует объект, содержащий её детали. Затем этот объект передаётся как аргумент в блок catch:

try {

// ...

} catch(err) { // объект ошибки, можно использовать другое название вместо err

// ...

}

Для всех встроенных ошибок этот объект имеет два основных свойства:

* name – имя ошибки. Например, для неопределённой переменной это "ReferenceError".
* message – текстовое сообщение о деталях ошибки.

В большинстве окружений доступны и другие, нестандартные свойства. Одно из самых широко используемых и поддерживаемых – это stack – текущий стек вызова: строка, содержащая информацию о последовательности вложенных вызовов, которые привели к ошибке. Используется в целях отладки.

Например:

try {

lalala; // ошибка, переменная не определена

} catch(err) {

alert(err.name); // ReferenceError

alert(err.message); // lalala is not defined

alert(err.stack); // ReferenceError: lalala is not defined at (...стек вызовов)

// Ошибка приводится к строке вида "name: message"

alert(err); // ReferenceError: lalala is not defined

}

[**Блок «catch» без переменной**](https://learn.javascript.ru/try-catch#blok-catch-bez-peremennoy)

Эта возможность была добавлена в язык недавно. В старых браузерах может понадобиться полифилл. Если не нужны детали ошибки, в catch можно её пропустить:

try {

// ...

} catch { // без (err)

// ...

}

Рассмотрим реальные случаи использования try..catch. Как известно, JavaScript поддерживает метод [JSON.parse(str)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/JSON/parse) для чтения JSON. Обычно он используется для декодирования данных, полученных по сети, от сервера или из другого источника:

let json = '{"name":"John", "age": 30}';

let user = JSON.parse(json);

alert( user.name ); // John

alert( user.age ); // 30

Если json некорректен, JSON.parse генерирует ошибку, то есть скрипт «падает». Это значит, что если вдруг что-то не так с данными, то посетитель никогда (если, конечно, не откроет консоль) об этом не узнает. Используем try..catch для обработки ошибки:

let json = "{ некорректный JSON }";

try {

let user = JSON.parse(json); // ошибка

alert( user.name ); // не сработает

} catch (e) {

// выполнение «прыгает» сюда

alert( "Извините, в данных ошибка, мы попробуем получить их ещё раз." );

alert( e.name );

alert( e.message );

}

Здесь использовался блок catch только для вывода сообщения, но также можно сделать гораздо больше: отправить новый сетевой запрос, предложить посетителю альтернативный способ, отослать информацию об ошибке на сервер для логирования,

[**Генерация собственных ошибок**](https://learn.javascript.ru/try-catch#generatsiya-sobstvennyh-oshibok)

Возможна ситуация, когда json синтаксически корректен, но не содержит необходимого свойства name. Например, так:

let json = '{ "age": 30 }';

try {

let user = JSON.parse(json);

alert( user.name ); // нет свойства name

} catch (e) {

alert( "не выполнится" );

}

Здесь JSON.parse выполнится без ошибок, но на самом деле отсутствие свойства name это ошибка. Для того, чтобы унифицировать обработку ошибок, необходимо воспользоваться оператором throw.

[**Оператор «throw»**](https://learn.javascript.ru/try-catch#operator-throw)

Оператор throw генерирует ошибку.

Синтаксис:

throw <объект ошибки>

Технически в качестве объекта ошибки можно передать что угодно. Это может быть даже примитив, число или строка, но всё же лучше, чтобы это был объект, желательно со свойствами name и message (для совместимости со встроенными ошибками).

В JavaScript есть множество встроенных конструкторов для стандартных ошибок: Error, SyntaxError, ReferenceError, TypeError и другие. Можно использовать и их для создания объектов ошибки. Их синтаксис:

let error = new Error(message);

// или

let error = new SyntaxError(message);

let error = new ReferenceError(message);

// ...

Для встроенных ошибок (не для любых объектов, только для ошибок), свойство name – это в точности имя конструктора. А свойство message берётся из аргумента. Например:

let error = new Error(" Ого, ошибка! o\_O");

alert(error.name); // Error

alert(error.message); // Ого, ошибка! o\_O

Посмотрим, какую ошибку генерирует JSON.parse:

try {

JSON.parse("{ bad json o\_O }");

} catch(e) {

alert(e.name); // SyntaxError

alert(e.message); // Unexpected token o in JSON at position 0

}

Как видно, это SyntaxError. В случае отсутствие свойства name – это ошибка, ведь пользователи должны иметь имена. Сгенерируем её:

let json = '{ "age": 30 }';

try {

let user = JSON.parse(json);

if (!user.name) {

throw new SyntaxError("Данные неполны: нет имени"); // (\*)

}

alert( user.name );

} catch(e) {

alert( "JSON Error: " + e.message ); // JSON Error: Данные неполны: нет имени

}

В строке (\*) оператор throw генерирует ошибку SyntaxError с сообщением message. Точно такого же вида, как генерирует сам JavaScript. Выполнение блока try немедленно останавливается, и поток управления прыгает в catch. Теперь блок catch становится единственным местом для обработки всех ошибок: и для JSON.parse и для других случаев.

**[Проброс исключения](https://learn.javascript.ru/try-catch" \l "probros-isklyucheniya)**

В примере выше использовалась конструкция try..catch для обработки некорректных данных. Предположим, что в блоке try {...}возникнет другая неожиданная ошибка, например, программная (неопределённая переменная) или какая-то ещё, а не ошибка, связанная с некорректными данными. Пример:

let json = '{ "age": 30 }';

try {

user = JSON.parse(json); // забыл добавить "let" перед user

// ...

} catch(err) {

alert("JSON Error: " + err); // JSON Error: ReferenceError: user is not defined

// (не JSON ошибка на самом деле)

}

В рассматриваемом примере catch получает из try ошибку, не связанную с данными, но показывает то же самое сообщение "JSON Error". Это неправильно и затрудняет отладку кода. Есть способ выяснить, какая ошибка была получена, например, по её свойству name:

try {

user = { /\*...\*/ };

} catch(e) {

alert(e.name); // "ReferenceError" из-за неопределённой переменной

}

Есть простое правило: блок catch должен обрабатывать только те ошибки, которые ему известны, и «пробрасывать» все остальные.

Техника «проброс исключения» выглядит так:

1. Блок catch получает все ошибки.
2. В блоке catch(err) {...} анализируется объект ошибки err.
3. Если неизвестно как её обработать, тогда генерируется throw err.

В коде ниже используется проброс исключения, catch обрабатывает только SyntaxError:

let json = '{ "age": 30 }';

try {

let user = JSON.parse(json);

if (!user.name) {

throw new SyntaxError("Данные неполны: нет имени");

}

blabla(); // неожиданная ошибка

alert( user.name );

} catch(e) {

if (e.name == "SyntaxError") {

alert( "JSON Error: " + e.message );

} else {

throw e; // rethrow (\*)

}

}

Ошибка в строке (\*) из блока catch «выпадает наружу» и может быть поймана другой внешней конструкцией try..catch (если есть), или «убьёт» скрипт. Таким образом, блок catch фактически обрабатывает только те ошибки, с которыми он знает, как справляться, и пропускает остальные. Пример ниже демонстрирует, как такие ошибки могут быть пойманы с помощью ещё одного уровня try..catch:

function readData() {

let json = '{ "age": 30 }';

try {

// ...

blabla(); // ошибка

} catch (e) {

// ...

if (e.name != 'SyntaxError') {

throw e; // проброс исключения

}

}

}

try {

readData();

} catch (e) {

alert( "Внешний catch поймал: " + e ); // поймал

}

В рассматриваемом примере в readData обрабатываются только SyntaxError, тогда как внешний блок try..catch обрабатывает всё.

**Конструкция** [**try…catch…finally**](https://learn.javascript.ru/try-catch#try-catch-finally)

Конструкция try..catch может содержать ещё одну секцию: finally. Если секция есть, то она выполняется в любом случае:

* после try, если не было ошибок,
* после catch, если ошибки были.

Расширенный синтаксис выглядит следующим образом:

try {

//... пробуем выполнить код...

} catch(e) {

//... обрабатываем ошибки ...

} finally {

//... выполняем всегда ...

}

Рассмотрим следующий код:

try {

alert( 'try' );

if (confirm('Сгенерировать ошибку?')) BAD\_CODE();

} catch (e) {

alert( 'catch' );

} finally {

alert( 'finally' );

}

У рассматриваемого кода есть два пути выполнения:

1. Если ответить на вопрос «Сгенерировать ошибку?» утвердительно, то try -> catch -> finally.
2. Если ответить отрицательно, то try -> finally.

Секцию finally часто используют, если надо что-то выполнить вне зависимости от того, будет ошибка или нет. Например, надо измерить время, которое занимает функция чисел Фибоначчи fib(n). Естественно, можно начать измерения до того, как функция начнёт выполняться и закончить после. Но если при вызове функции возникла ошибка, (в частности, реализация fib(n) в коде ниже возвращает ошибку для отрицательных и для нецелых чисел), то следует использовать секцию finally, которая завершит измерения несмотря ни на что.

Здесь finally гарантирует, что время будет измерено корректно в обеих ситуациях – и в случае успешного завершения fib и в случае ошибки:

let num = +prompt("Введите положительное целое число?", 35)

let diff, result;

function fib(n) {

if (n < 0 || Math.trunc(n) != n) {

throw new Error("Должно быть целое неотрицательное число");

}

return n <= 1 ? n : fib(n - 1) + fib(n - 2);

}

let start = Date.now();

try {

result = fib(num);

} catch (e) {

result = 0;

} finally {

diff = Date.now() - start;

}

alert(result || "возникла ошибка");

alert( `Выполнение заняло ${diff}ms` );

Это можно проверить, запустив этот код и введя 35 в prompt – код завершится нормально, finally выполнится после try. Затем ввести -1 – незамедлительно произойдёт ошибка, выполнение займёт 0ms. Оба измерения выполняются корректно. Другими словами, неважно как завершилась функция: через return или throw. Секция finally срабатывает в обоих случаях.

Переменные внутри try..catch..finally локальны. Обратите внимание, что переменные result и diff в коде выше объявлены до try..catch. Если переменную объявить в блоке, например, в try, то она не будет доступна после него.

Блок finally срабатывает при любом выходе из try..catch, в том числе и return. В примере ниже из try происходит return, но finally получает управление до того, как контроль возвращается во внешний код.

function func() {

try {

return 1;

} catch (e) {

/\* ... \*/

} finally {

alert( 'finally' );

}

}

alert( func() ); // сначала срабатывает alert из finally, а затем этот код

Конструкция try..finally без секции catch также полезна. Стоит применять её, когда нет необходимости обрабатывать ошибки (пусть выпадут), но надо убедиться, что начатые процессы завершились.

function func() {

// начать делать что-то, что требует завершения

try {

// ...

} finally {

// завершить это, даже если все упадёт

}

}

В приведённом выше коде ошибка всегда выпадает наружу, потому что тут нет блока catch. Но finally отрабатывает до того, как поток управления выйдет из функции.

1. **Пользовательские ошибки, расширение Error**

Разработчикам часто необходимы собственные классы ошибок для разных задач. Для ошибок при работе с сетью может понадобиться HttpError, для операций с базой данных DbError, для поиска – NotFoundError и т.д. Ошибки должны поддерживать базовые свойства, такие как message, name и, желательно, stack. Но также они могут иметь свои собственные свойства. Например, объекты HttpError могут иметь свойство statusCode со значениями 404, 403 или 500.

JavaScript позволяет вызывать throw с любыми аргументами, то есть технически пользовательские классы ошибок не нуждаются в наследовании от Error. Но если использовать наследование, то появляется возможность идентификации объектов ошибок посредством obj instanceof Error. Так что лучше применять наследование.

По мере роста приложения, наши собственные ошибки образуют иерархию, например, HttpTimeoutError может наследовать от HttpError и так далее.

[**Расширение Error**](https://learn.javascript.ru/custom-errors#rasshirenie-error)

В качестве примера рассмотрим функцию readUser(json), которая должна читать данные пользователя в формате JSON. Пример того, как может выглядеть корректный json:

let json = `{ "name": "John", "age": 30 }`;

Внутри используется JSON.parse. При получении некорректного json он будет генерировать ошибку SyntaxError. Но даже если json синтаксически верен, то это не значит, что это будет корректный пользователь. Могут быть пропущены необходимые данные. Например, могут отсутствовать свойства name и age, которые являются необходимыми для наших пользователей. Функция readUser(json) будет не только читать JSON-данные, но и проверять их («валидировать»). Если необходимые поля отсутствуют или данные в неверном формате, то это будет ошибкой. Но не синтаксической ошибкой SyntaxError, потому что данные синтаксически корректны. Это будет другая ошибка.

Назовем её ошибкой валидации ValidationError и создадим для неё класс. Ошибка этого вида должна содержать информацию о поле, которое является источником ошибки. Класс ValidationError должен наследовать от встроенного класса Error. Класс Error встроенный, вот его примерный код, чтобы понимать, что расширяется:

class Error {

constructor(message) {

this.message = message;

this.name = "Error";

this.stack = <стек вызовов>;

}

}

Теперь унаследуем от него ValidationError и попробуем новый класс в действии:

class ValidationError extends Error {

constructor(message) {

super(message); // (1)

this.name = "ValidationError"; // (2)

}

}

function test() {

throw new ValidationError("Упс!");

}

try {

test();

} catch(err) {

alert(err.message);

alert(err.name); // ValidationError

alert(err.stack); // список вложенных вызовов с номерами строк для каждого

}

Обратите внимание: в строке (1) вызывается родительский конструктор. JavaScript требует вызов super в дочернем конструкторе, так что это обязательно. Родительский конструктор устанавливает свойство message. Родительский конструктор также устанавливает свойство name для "Error", поэтому в строке (2) оно сбрасывается на правильное значение. Попробуем использовать его в readUser(json):

class ValidationError extends Error {

constructor(message) {

super(message);

this.name = "ValidationError";

}

}

// Использование

function readUser(json) {

let user = JSON.parse(json);

if (!user.age) {

throw new ValidationError("Нет поля: age");

}

if (!user.name) {

throw new ValidationError("Нет поля: name");

}

return user;

}

// Рабочий пример с try..catch

try {

let user = readUser('{ "age": 25 }');

} catch (err) {

if (err instanceof ValidationError) {

alert("Некорректные данные: " + err.message); // Некорректные данные: Нет поля: name

} else if (err instanceof SyntaxError) { // (\*)

alert("JSON Ошибка Синтаксиса: " + err.message);

} else {

throw err; // неизвестная ошибка, пробросить исключение (\*\*)

}

}

Блок try..catch в коде выше обрабатывает и нашу ValidationError, и встроенную SyntaxError из JSON.parse. Обратите внимание, как используется instanceof для проверки конкретного типа ошибки в строке (\*). Можно также проверить тип, используя err.name:

// ...

// вместо (err instanceof SyntaxError)

} else if (err.name == "SyntaxError") { // (\*)

// ...

Версия с instanceof гораздо лучше, потому что в будущем можно расширить ValidationError, сделав его подтипы, такие как PropertyRequiredError. И проверка instanceof продолжит работать для новых наследованных классов. Также важно, что если catch встречает неизвестную ошибку, то он пробрасывает её в строке (\*\*). Блок catch знает, только как обрабатывать ошибки валидации и синтаксические ошибки, а другие виды ошибок (из-за опечаток в коде и др.) он должен пропустить.

Класс ValidationError является общим и не учитывает ряд ошибок. Например, отсутствие свойства или неверный формат (например, строка как значение возраста age). Поэтому для отсутствующих свойств сделаем более конкретный класс PropertyRequiredError. Он будет нести дополнительную информацию о свойстве, которое отсутствует.

class ValidationError extends Error {

constructor(message) {

super(message);

this.name = "ValidationError";

}

}

class PropertyRequiredError extends ValidationError {

constructor(property) {

super("Нет свойства: " + property);

this.name = "PropertyRequiredError";

this.property = property;

}

}

// Применение

function readUser(json) {

let user = JSON.parse(json);

if (!user.age) {

throw new PropertyRequiredError("age");

}

if (!user.name) {

throw new PropertyRequiredError("name");

}

return user;

}

// Рабочий пример с try..catch

try {

let user = readUser('{ "age": 25 }');

} catch (err) {

if (err instanceof ValidationError) {

alert("Неверные данные: " + err.message); // Неверные данные: Нет свойства: name

alert(err.name); // PropertyRequiredError

alert(err.property); // name

} else if (err instanceof SyntaxError) {

alert("Ошибка синтаксиса JSON: " + err.message);

} else {

throw err; // неизвестная ошибка, повторно выбросит исключение

}

}

Новый класс PropertyRequiredError очень просто использовать: необходимо указать только имя свойства new PropertyRequiredError(property). Сообщение для пользователя message генерируется конструктором. Обратите внимание, что свойство this.name в конструкторе PropertyRequiredError снова присвоено вручную. Правда, немного утомительно – присваивать this.name = <class name> в каждом классе пользовательской ошибки. Можно этого избежать, если сделать собственный «базовый» класс ошибки MyError, который будет ставить this.name = this.constructor.name. И затем наследовать все ошибки уже от него. Вот упрощённый код с MyError и другими пользовательскими классами ошибок:

class MyError extends Error {

constructor(message) {

super(message);

this.name = this.constructor.name;

}

}

class ValidationError extends MyError { }

class PropertyRequiredError extends ValidationError {

constructor(property) {

super("Нет свойства: " + property);

this.property = property;

}

}

// name корректное

alert( new PropertyRequiredError("field").name ); // PropertyRequiredError

Теперь пользовательские ошибки стали намного короче, особенно ValidationError, так как нет строки "this.name = ..." в конструкторе.

[**Обёртывание исключений**](https://learn.javascript.ru/custom-errors#obyortyvanie-isklyucheniy)

Назначение функции readUser в приведенном выше коде – это «чтение данных пользователя». В процессе могут возникнуть различные виды ошибок. Сейчас есть SyntaxError и ValidationError, но в будущем функция readUser может расшириться и, возможно, генерировать другие виды ошибок. Код, который вызывает readUser, должен обрабатывать эти ошибки.

Сейчас в нём используются проверки if в блоке catch, которые проверяют класс и обрабатывают известные ошибки и пробрасывают дальше неизвестные. Но если функция readUser генерирует несколько видов ошибок, не стоит проверять все типы ошибок поодиночке во всех местах в коде, где вызывается readUser. Лучше обработать какую-то обобщённую ошибку чтения данных.

Создадим новый класс ReadError для представления таких ошибок. Если ошибка возникает внутри readUser, её надо перехватить и сгенерировать ReadError. Также ссылка на исходную ошибку будет сохранена в свойстве cause. Тогда внешний код должен будет только проверить наличие ReadError. Этот код определяет ошибку ReadError и демонстрирует её использование в readUserи try..catch:

class ReadError extends Error {

constructor(message, cause) {

super(message);

this.cause = cause;

this.name = 'ReadError';

}

}

class ValidationError extends Error { /\*...\*/ }

class PropertyRequiredError extends ValidationError { /\* ... \*/ }

function validateUser(user) {

if (!user.age) {

throw new PropertyRequiredError("age");

}

if (!user.name) {

throw new PropertyRequiredError("name");

}

}

function readUser(json) {

let user;

try {

user = JSON.parse(json);

} catch (err) {

if (err instanceof SyntaxError) {

throw new ReadError("Синтаксическая ошибка", err);

} else {

throw err;

}

}

try {

validateUser(user);

} catch (err) {

if (err instanceof ValidationError) {

throw new ReadError("Ошибка валидация", err);

} else {

throw err;

}

}

}

try {

readUser('{bad json}');

} catch (e) {

if (e instanceof ReadError) {

alert(e);

// Исходная ошибка: SyntaxError:Unexpected token b in JSON at position 1

alert("Исходная ошибка: " + e.cause);

} else {

throw e;

}

}

В приведённом выше коде readUser работает так, как описано – функция распознаёт синтаксические ошибки и ошибки валидации и выдаёт вместо них ошибки ReadError (неизвестные ошибки, как обычно, пробрасываются). Внешний код проверяет только instanceof ReadError. Не нужно перечислять все возможные типы ошибок

Этот подход называется «обёртывание исключений», потому что «исключения низкого уровня» «оборачиваются» в ReadError, который является более абстрактным и более удобным для использования в вызывающем коде. Такой подход широко используется в объектно-ориентированном программировании.

1. **Модули: введение.**

По мере роста приложения, обычно возникает необходимость разделить его на много файлов, так называемых «модулей». Модуль обычно содержит класс или библиотеку с функциями. Долгое время в JavaScript отсутствовал синтаксис модулей на уровне языка. Это не было проблемой, потому что первые скрипты были маленькими и простыми. В модулях не было необходимости. Но со временем скрипты становились всё более и более сложными, поэтому сообщество придумало несколько вариантов организации кода в модули. Появились библиотеки для динамической подгрузки модулей. Например:

* [AMD](https://ru.wikipedia.org/wiki/Asynchronous_module_definition) – одна из самых старых модульных систем, изначально реализована библиотекой [require.js](http://requirejs.org/).
* [CommonJS](http://wiki.commonjs.org/wiki/Modules/1.1) – модульная система, созданная для сервера Node.js.
* [UMD](https://github.com/umdjs/umd) – ещё одна модульная система, предлагается как универсальная, совместима с AMD и CommonJS.

Теперь все они постепенно становятся частью истории, хотя их и можно найти в старых скриптах.

Система модулей на уровне языка появилась в стандарте JavaScript в 2015 году и постепенно эволюционировала. На данный момент она поддерживается большинством браузеров и Node.js.

Модуль – это файл с кодом. Один скрипт – это один модуль. Модули могут загружать друг друга и использовать директивы export и import, чтобы обмениваться функциональностью, вызывать функции одного модуля из другого:

* export отмечает переменные и функции, которые должны быть доступны вне текущего модуля.
* import позволяет импортировать функциональность из других модулей.

Например, если есть файл sayHi.js, который экспортирует функцию:

//sayHi.js

export function sayHi(user) {

alert(`Hello, ${user}!`);

}

Тогда другой файл может импортировать её и использовать:

// main.js

import {sayHi} from './sayHi.js';

alert(sayHi); // function...

sayHi('John'); // Hello, John!

Директива import загружает модуль по пути ./sayHi.js относительно текущего файла и записывает эксортированную функцию sayHi в соответствующую переменную. Так как модули поддерживают ряд специальных ключевых слов, и у них есть ряд особенностей, то необходимо явно сказать браузеру, что скрипт является модулем, при помощи атрибута <script type="module">. Вот так:

// say.js

export function sayHi(user) {

return `Hello, ${user}!`;

}

// index.html

<!doctype html>

<script type="module">

import {sayHi} from './say.js';

document.body.innerHTML = sayHi('John');

</script>

Браузер автоматически загрузит и запустит импортированный модуль (и те, которые он импортирует, если надо), а затем запустит скрипт.
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[**Основные возможности модулей**](https://learn.javascript.ru/modules-intro#osnovnye-vozmozhnosti-moduley)

Есть основные возможности и особенности, работающие как в браузере, так и в серверном JavaScript.

В модулях всегда используется режим use strict. Например, присваивание к необъявленной переменной вызовет ошибку.

<script type="module">

a = 5; // ошибка

</script>

Каждый модуль имеет свою собственную область видимости. Другими словами, переменные и функции, объявленные в модуле, не видны в других скриптах.

В следующем примере импортированы 2 скрипта, и hello.js пытается использовать переменную user, объявленную в user.js. В итоге ошибка:
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// hello.js

alert(user);

// user.js

let user = "John";

// index.html

<!doctype html>

<script type="module" src="user.js"></script>

<script type="module" src="hello.js"></script>

Модули должны экспортировать функционал, предназначенный для использования извне. А другие модули могут его импортировать. Так что надо импортировать user.js в hello.js и взять из него нужный функционал, вместо того чтобы полагаться на глобальные переменные. Правильный вариант:

![](data:image/png;base64,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)

// hello.js

import {user} from './user.js';

document.body.innerHTML = user; // John

// user.js

export let user = "John";

// index.html

import {user} from './user.js';

document.body.innerHTML = user; // John

В браузере также существует независимая область видимости для каждого скрипта <script type="module">:

<script type="module">

// Переменная доступна только в этом модуле

let user = "John";

</script>

<script type="module">

alert(user); // Error: user is not defined

</script>

Если нужно сделать глобальную переменную уровня всей страницы, можно явно присвоить её объекту window, тогда получить значение переменной можно обратившись к window.user. Но это должно быть исключением, требующим веской причины.

Если один и тот же модуль используется в нескольких местах, то его код выполнится только один раз, после чего экспортируемая функциональность передаётся всем импортёрам. Это очень важно для понимания работы модулей. Рассмотрим примеры.

Во-первых, если при запуске модуля возникают побочные эффекты, например, выдаётся сообщение, то импорт модуля в нескольких местах покажет его только один раз – при первом импорте:

// alert.js

alert("Модуль выполнен!");

// Импорт одного и того же модуля в разных файлах

// 1.js

import `./alert.js`; // Модуль выполнен!

// 2.js

import `./alert.js`; // (ничего не покажет)

На практике, задача кода модуля – это обычно инициализация, создание внутренних структур данных, а если надо, чтобы что-то можно было использовать много раз, то экспортируем это.

Рассмотрим более сложный пример. Представим, что модуль экспортирует объект:

// admin.js

export let admin = {

name: "John"

};

Если модуль импортируется в нескольких файлах, то код модуля будет выполнен только один раз, объект admin будет создан и в дальнейшем будет передан всем импортёрам. Все импортёры получат один-единственный объект admin:

// 1.js

import {admin} from './admin.js';

admin.name = "Pete";

// 2.js

import {admin} from './admin.js';

alert(admin.name); // Pete

В примере оба файла, 1.js и 2.js, импортируют один и тот же объект. Изменения, сделанные в 1.js, будут видны в 2.js. Если что-то изменится в объекте admin, то другие модули тоже увидят эти изменения. Такое поведение позволяет конфигурировать модули при первом импорте. Можно установить его свойства один раз, и в дальнейших импортах он будет уже настроенным.

Например, модуль admin.js предоставляет определённую функциональность, но ожидает передачи учётных данных в объект admin извне:

// admin.js

export let admin = { };

export function sayHi() {

alert(`Ready to serve, ${admin.name}!`);

}

В init.js, первом скрипте рассматриваемого приложения, установим admin.name. Тогда все это увидят, включая вызовы, сделанные из самого admin.js:

// init.js

import {admin} from './admin.js';

admin.name = "Pete";

Другой модуль тоже увидит admin.name:

// other.js

import {admin, sayHi} from './admin.js';

alert(admin.name); // Pete

sayHi(); // Ready to serve, Pete!

Объект import.meta содержит информацию о текущем модуле. Содержимое зависит от окружения. В браузере он содержит ссылку на скрипт или ссылку на текущую веб-страницу, если модуль встроен в HTML:

<script type="module">

alert(import.meta.url); // ссылка на html страницу для встроенного скрипта

</script>

В модуле на верхнем уровне this не определён (undefined). Это незначительная особенность, но для полноты картины нужно упомянуть об этом. Сравним с немодульными скриптами, там this – глобальный объект:

<script>

alert(this); // window

</script>

<script type="module">

alert(this); // undefined

</script>

Есть и несколько других, именно браузерных особенностей скриптов с type="module" по сравнению с обычными скриптами.

Модули всегда выполняются в отложенном (deferred) режиме, точно так же, как скрипты с атрибутом defer. Это верно и для внешних и встроенных скриптов-модулей. Другими словами:

* загрузка внешних модулей, таких как <script type="module" src="...">, не блокирует обработку HTML.
* модули, даже если загрузились быстро, ожидают полной загрузки HTML документа, и только затем выполняются.
* сохраняется относительный порядок скриптов: скрипты, которые идут раньше в документе, выполняются раньше.

Как побочный эффект, модули всегда видят полностью загруженную HTML-страницу, включая элементы под ними. Например:

<script type="module">

alert(typeof button); // object: скрипт может 'видеть' кнопку под ним

</script>

Сравним с обычным скриптом ниже:

<script>

alert(typeof button); // Ошибка: кнопка не определена, скрипт не видит элементы под ним

</script>

<button id="button">Кнопка</button>

Второй скрипт выполнится раньше, чем первый. Поэтому сначала будет выведено undefined, а потом object. Это потому, что модули начинают выполняться после полной загрузки страницы. Обычные скрипты запускаются сразу же, поэтому сообщение из обычного скрипта видно первым.

При использовании модулей стоит иметь в виду, что HTML-страница будет показана браузером до того, как выполнятся модули и JavaScript-приложение будет готово к работе. Некоторые функции могут ещё не работать. Следует разместить «индикатор загрузки» или что-то ещё, чтобы не смутить этим посетителя.

[Атрибут async работает во встроенных скриптах](https://learn.javascript.ru/modules-intro" \l "atribut-async-rabotaet-vo-vstroennyh-skriptah). Для немодульных скриптов атрибут async работает только на внешних скриптах. Скрипты с ним запускаются сразу по готовности, они не ждут другие скрипты или HTML-документ.

Для модулей атрибут async работает на любых скриптах. Например, в скрипте ниже есть async, поэтому он выполнится сразу после загрузки, не ожидая других скриптов. Скрипт выполнит импорт (загрузит ./analytics.js) и сразу запустится, когда будет готов, даже если HTML документ ещё не будет загружен, или если другие скрипты ещё загружаются. Это очень полезно, когда модуль ни с чем не связан, например, для счётчиков, рекламы, обработчиков событий.

<script async type="module">

import {counter} from './analytics.js';

counter.count();

</script>

[**Внешние скрипты**](https://learn.javascript.ru/modules-intro#vneshnie-skripty)

Внешние скрипты с атрибутом type="module" имеют два отличия:

1. Внешние скрипты с одинаковым атрибутом src запускаются только один раз. В примере ниже скрипт my.js загрузится и будет выполнен только один раз:

<script type="module" src="my.js"></script>

<script type="module" src="my.js"></script>

1. Внешний скрипт, который загружается с другого домена, требует указания заголовков [CORS](https://developer.mozilla.org/ru/docs/Web/HTTP/CORS). Другими словами, если модульный скрипт загружается с другого домена, то удалённый сервер должен установить заголовок Access-Control-Allow-Origin означающий, что загрузка скрипта разрешена.

<script type="module" src="http://another-site.com/their.js"></script>

Это обеспечивает лучшую безопасность по умолчанию.

В браузере import должен содержать относительный или абсолютный путь к модулю. Модули без пути называются «голыми» (bare). Они не разрешены в import. Например, этот import неправильный:

import {sayHi} from 'sayHi';

Другие окружения, например, Node.js, допускают использование «голых» модулей, без путей, так как в них есть свои правила, как работать с такими модулями и где их искать. Но браузеры пока не поддерживают «голые» модули.

Старые браузеры не понимают атрибут type="module". Скрипты с неизвестным атрибутом type просто игнорируются. Можно сделать для них «резервный» скрипт при помощи атрибута nomodule:

<script type="module">

alert("Работает в современных браузерах");

</script>

<script nomodule>

alert("Современные браузеры понимают оба атрибута - и type=module, и nomodule, поэтому пропускают этот тег script")

alert("Старые браузеры игнорируют скрипты с неизвестным атрибутом type=module, но выполняют этот.");

</script>

[Инструменты сборки](https://learn.javascript.ru/modules-intro#instrumenty-sborki)

В реальной жизни модули в браузерах редко используются как есть. Обычно, они объединяются вместе, специальными инструментами, например [Webpack](https://webpack.js.org/) и после выкладывается код на рабочий сервер.

Одно из преимуществ использования сборщика – он предоставляет больший контроль над тем, как модули ищутся, позволяет использовать «голые» модули и многое другое «своё», например, CSS/HTML-модули. Сборщик делает следующее:

1. Берёт «основной» модуль, который необходимо поместить в <script type="module"> в HTML.
2. Анализирует зависимости (импорты, импорты импортов и так далее).
3. Собирает один файл со всеми модулями (или несколько файлов, это можно настроить), перезаписывает встроенный import функцией импорта от сборщика, чтобы всё работало. «Специальные» типы модулей, такие как HTML/CSS тоже поддерживаются.
4. В процессе могут происходить и другие трансформации, и оптимизации кода:

* недоступный код удаляется;
* неиспользуемые экспорты удаляются («tree-shaking»);
* специфические операторы для разработки, такие как console и debugger, удаляются;
* современный синтаксис JavaScript также может быть трансформирован в предыдущий стандарт, с похожей функциональностью;
* полученный файл можно минимизировать (удалить пробелы, заменить названия переменных на более короткие и т.д.).

Если используются инструменты сборки, то они объединяют модули вместе в один или несколько файлов, и заменяют import/export на свои вызовы. Поэтому итоговую сборку (в примере ниже – bundle.js) можно подключать и без атрибута type="module", как обычный скрипт:

<script src="bundle.js"></script>

Хотя и «как есть» модули тоже можно использовать, а сборщик настроить позже при необходимости.

1. **Модули: экспорт и импорт**

Директивы экспорт и импорт имеют несколько вариантов вызова.

[**Экспорт до объявления**](https://learn.javascript.ru/import-export#eksport-do-obyavleniya)

Можно пометить любое объявление как экспортируемое, разместив export перед ним, будь то переменная, функция или класс. Например, все следующие экспорты допустимы:

// экспорт массива

export let months = ['Jan', 'Feb', 'Mar','Apr', 'Aug', 'Sep', 'Oct', 'Nov', 'Dec'];

// экспорт константы

export const MODULES\_BECAME\_STANDARD\_YEAR = 2015;

// экспорт класса

export class User {

constructor(name) {

this.name = name;

}

}

Обратите внимание, что export перед классом или функцией не делает их [функциональным выражением](https://learn.javascript.ru/function-expressions-arrows). Это всё также объявление функции, хотя и экспортируемое. Большинство руководств по стилю кода в JavaScript не рекомендуют ставить точку с запятой после объявлений функций или классов. Поэтому в конце export class и export function не нужна точка с запятой:

export function sayHi(user) {

alert(`Hello, ${user}!`);

} // без ; в конце

[**Экспорт отдельно от объявления**](https://learn.javascript.ru/import-export#eksport-otdelno-ot-obyavleniya)

Также можно написать export отдельно. Здесь сначала объявляются функции, а затем экспортируются:

// say.js

function sayHi(user) {

alert(`Hello, ${user}!`);

}

function sayBye(user) {

alert(`Bye, ${user}!`);

}

export {sayHi, sayBye}; // список экспортируемых переменных

Технически также можно расположить export выше функций.

[**Импорт \***](https://learn.javascript.ru/import-export#import)

Обычно список того, что надо импортировать располагается, в фигурных скобках import {...}, например, вот так:

// main.js

import {sayHi, sayBye} from './say.js';

sayHi('John'); // Hello, John!

sayBye('John'); // Bye, John!

Но если импортировать нужно много чего, то можно импортировать всё сразу в виде объекта, используя import \* as <obj>. Например:

// main.js

import \* as say from './say.js';

say.sayHi('John');

say.sayBye('John');

На первый взгляд «импортировать всё» выглядит очень удобно, не надо писать лишнего. Но иногда надо явно перечислять список того, что нужно импортировать , тому есть несколько причин:

1. Современные инструменты сборки ([webpack](http://webpack.github.io/) и другие) собирают модули вместе и оптимизируют их, ускоряя загрузку и удаляя неиспользуемый код.

Предположим, в проект была добавлена сторонняя библиотеку say.js с множеством функций:

// say.js

export function sayHi() { ... }

export function sayBye() { ... }

export function becomeSilent() { ... }

Теперь, если из этой библиотеки в проекте использовать только одну функцию:

// main.js

import {sayHi} from './say.js';

тогда оптимизатор увидит, что другие функции не используются, и удалит остальные из собранного кода, тем самым делая код меньше. Это называется «tree-shaking».

1. Явно перечисляя то, что надо импортировать, можно получить более короткие имена функций: sayHi() вместо say.sayHi().
2. Явное перечисление импортов делает код более понятным, позволяет увидеть, что именно и где используется. Это упрощает поддержку и рефакторинг кода.

**[Импорт «как»](https://learn.javascript.ru/import-export" \l "import-kak)**

Также мжно использовать as, чтобы импортировать под другими именами. Например, для краткости импортируем sayHi в локальную переменную hi, а sayBye импортируем как bye:

// main.js

import {sayHi as hi, sayBye as bye} from './say.js';

hi('John'); // Hello, John!

bye('John'); // Bye, John!

[**Экспортировать «как»**](https://learn.javascript.ru/import-export#eksportirovat-kak)

Аналогичный синтаксис существует и для export. Давайте экспортируем функции, как hi и bye:

// say.js

export {sayHi as hi, sayBye as bye};

Теперь hi и bye – официальные имена для внешнего кода, их нужно использовать при импорте:

// main.js

import \* as say from './say.js';

say.hi('John'); // Hello, John!

say.bye('John'); // Bye, John!

[**Экспорт по умолчанию**](https://learn.javascript.ru/import-export#eksport-po-umolchaniyu)

На практике модули встречаются в основном одного из двух типов:

1. Модуль, содержащий библиотеку или набор функций, как say.js выше.
2. Модуль, который объявляет что-то одно, например, модуль user.js экспортирует только class User.

По большей части, удобнее второй подход, когда каждая «вещь» находится в своём собственном модуле. Естественно, требуется много файлов, если для всего делать отдельный модуль, но это не проблема. Так удобнее: навигация по проекту становится проще, особенно, если у файлов хорошие имена, и они структурированы по папкам.

Модули предоставляют специальный синтаксис export default («эспорт по умолчанию») для второго подхода. Указываем export default перед тем, что нужно экспортировать:

// user.js

export default class User {

constructor(name) {

this.name = name;

}

}

В файле может быть не более одного export default, и потом импорт без фигурных скобок:

// main.js

import User from './user.js'; // не {User}, просто User

new User('John');

Импорты без фигурных скобок выглядят красивее. Обычная ошибка начинающих: забывать про фигурные скобки. Запомним: фигурные скобки необходимы в случае именованных экспортов, для export default они не нужны.

| **Именованный экспорт** | **Экспорт по умолчанию** |
| --- | --- |
| export class User {...} | export default class User {...} |
| import {User} from ... | import User from ... |

Технически в одном модуле может быть, как экспорт по умолчанию, так и именованные экспорты, но на практике обычно их не смешивают. То есть, в модуле находятся либо именованные экспорты, либо один экспорт по умолчанию.

Так как в файле может быть максимум один export default, то экспортируемая сущность не обязана иметь имя. Например, всё это – полностью корректные экспорты по умолчанию:

export default class { // у класса нет имени

constructor() { ... }

}

export default function(user) { // у функции нет имени

alert(`Hello, ${user}!`);

}

// экспортируем значение, не создавая переменную

export default ['Jan', 'Feb', 'Mar','Apr', 'Aug', 'Sep', 'Oct', 'Nov', 'Dec'];

Это нормально, потому что может быть только один export default в файле, так что import без фигурных скобок всегда знает, что импортировать. Без default такой экспорт выдал бы ошибку, так как необходимо имя класса, если это не экспорт по умолчанию:

export class { // Ошибка

constructor() {}

}

[**Имя «default»**](https://learn.javascript.ru/import-export#imya-default)

В некоторых ситуациях для обозначения экспорта по умолчанию в качестве имени используется default. Например, чтобы экспортировать функцию отдельно от её объявления:

function sayHi(user) {

alert(`Hello, ${user}!`);

}

export {sayHi as default};

Представим следующую ситуацию: модуль user.js экспортирует одну сущность «по умолчанию» и несколько именованных:

// user.js

export default class User {

constructor(name) {

this.name = name;

}

}

export function sayHi(user) {

alert(`Hello, ${user}!`);

}

Вот как импортировать экспорт по умолчанию вместе с именованным экспортом:

// main.js

import {default as User, sayHi} from './user.js';

new User('John');

Если импортируется всё как объект import \*, тогда его свойство default – как раз и будет экспортом по умолчанию:

// main.js

import \* as user from './user.js';

let User = user.default; // экспорт по умолчанию

new User('John');

[Однако, у экспорта по умолчанию](https://learn.javascript.ru/import-export#dovod-protiv-eksportov-po-umolchaniyu) есть недостатки. Именованные экспорты «включают в себя» своё имя. Эта информация является частью модуля, она сообщает, что именно экспортируется. Именованные экспорты вынуждают использовать правильное имя при импорте:

// import {MyUser} не сработает, должно быть именно имя {User}

import {User} from './user.js';

В то время как для экспорта по умолчанию можно выбрать любое имя при импорте:

import User from './user.js'; // сработает

import MyUser from './user.js'; // сработает

Так что члены команды разработчиков могут использовать разные имена для импорта одной и той же вещи, и это не очень хорошо. Обычно, чтобы избежать этого и соблюсти единообразие кода, есть правило: имена импортируемых переменных должны соответствовать именам файлов. Вот так:

import User from './user.js';

import LoginForm from './loginForm.js';

import func from '/path/to/func.js';

Тем не менее, в некоторых командах это считают серьёзным доводом против экспортов по умолчанию и предпочитают использовать именованные экспорты везде. Даже если экспортируется только одна вещь, она всё равно экспортируется с именем, без использования default. Это также немного упрощает реэкспорт.

[**Реэкспорт**](https://learn.javascript.ru/import-export#reeksport)

Синтаксис «реэкспорта» export ... from ... позволяет импортировать что-то и тут же экспортировать, даже под другим именем:

export {sayHi} from './say.js'; // реэкспортировать sayHi

export {default as User} from './user.js'; // реэкспортировать default

Рассмотрим практический пример использования. Представим, что разрабатывается «пакет»: папка со множеством модулей, из которой часть функционала экспортируется наружу (инструменты вроде NPM позволяют публиковать и распространять такие пакеты), а многие модули – просто вспомогательные, для внутреннего использования в других модулях пакета. Структура файлов может быть такой:

auth/

index.js

user.js

helpers.js

tests/

login.js

providers/

github.js

facebook.js

...

Надо сделать функционал пакета доступным через единую точку входа: «главный файл» auth/index.js. Чтобы можно было использовать его следующим образом:

import {login, logout} from 'auth/index.js'

Идея в том, что внешние разработчики, которые будут использовать пакет, не должны разбираться с его внутренней структурой. Всё, что нужно, надо экспортировать в auth/index.js, а остальное скрыть от разработчиков. Так как нужный функционал может быть разбросан по модулям пакета, то надо импортировать их в auth/index.js и тут же экспортировать наружу.

// auth/index.js

// импортировать login/logout и тут же экспортировать

import {login, logout} from './helpers.js';

export {login, logout};

// импортировать экспорт по умолчанию как User и тут же экспортировать

import User from './user.js';

export {User};

Теперь пользователи пакета могут писать import {login} from "auth/index.js". Запись export ... from ...– это просто более короткий вариант такого импорта-экспорта:

// auth/index.js

// импортировать login/logout и тут же экспортировать

export {login, logout} from './helpers.js';

// импортировать экспорт по умолчанию как User и тут же экспортировать

export {default as User} from './user.js';

[**Реэкспорт экспорта по умолчанию**](https://learn.javascript.ru/import-export#reeksport-eksporta-po-umolchaniyu)

При реэкспорте экспорт по умолчанию нужно обрабатывать особым образом. Например, есть user.js, из которого надо реэкспортировать класс User:

// user.js

export default class User {

// ...

}

1. export User from './user.js' не будет работать, возникнет синтаксическая ошибка.

Чтобы реэкспортировать экспорт по умолчанию, надо написать export {default as User}, как в примере выше.

1. export \* from './user.js' реэкспортирует только именованные экспорты, исключая экспорт по умолчанию.

Если надо реэкспортировать и именованные экспорты, и экспорт по умолчанию, то понадобятся две инструкции:

export \* from './user.js'; // для реэкспорта именованных экспортов

export {default} from './user.js'; // для реэкспорта по умолчанию

Такое особое поведение реэкспорта с экспортом по умолчанию – одна из причин того, почему их неудобно использовать.

1. **Модули: динамические импорты**

Инструкции экспорта и импорта, которые рассматривались в предыдущем вопросе, называются «статическими». Синтаксис у них весьма простой и строгий.

Во-первых, нельзя динамически задавать никакие из параметров import. Путь к модулю должен быть строковым примитивом и не может быть вызовом функции. Вот так работать не будет:

import ... from getModuleName(); // Ошибка, должна быть строка

Во-вторых, нельзя делать импорт в зависимости от условий или в процессе выполнения.

if(...) {

import ...; // Ошибка, запрещено

}

{

import ...; // Ошибка, нельзя ставить импорт в блок

}

Всё это следствие того, что цель директив import/export – задать костяк структуры кода. Благодаря им она может быть проанализирована, модули могут быть собраны в один файл специальными инструментами, а неиспользуемые экспорты удалены. Это возможно только благодаря тому, что всё статично.

[**Выражение import()**](https://learn.javascript.ru/modules-dynamic-imports#vyrazhenie-import)

Выражение import(module) загружает модуль и возвращает промис, результатом которого становится объект модуля, содержащий все его экспорты. Использовать его можно динамически в любом месте кода, например, так:

let modulePath = prompt("Какой модуль загружать?");

import(modulePath)

.then(obj => <объект модуля>)

.catch(err => <ошибка загрузки, например если нет такого модуля>)

Или если внутри асинхронной функции, то можно let module = await import(modulePath). Например, если у нас есть такой модуль say.js:

// say.js

export function hi() {

alert(`Привет`);

}

export function bye() {

alert(`Пока`);

}

То динамический импорт может выглядеть так:

let {hi, bye} = await import('./say.js');

hi();

bye();

А если в say.js указан экспорт по умолчанию:

// say.js

export default function() {

alert("Module loaded (export default)!");

}

То для доступа к нему следует взять свойство default объекта модуля:

let obj = await import('./say.js');

let say = obj.default;

// или, одной строкой: let {default: say} = await import('./say.js');

say();

Вот полный пример:
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// say.js

export function hi() {

alert(`Привет`);

}

export function bye() {

alert(`Пока`);

}

export default function() {

alert("Модуль загружен (экспорт по умолчанию)!");

}

// index.html

<!doctype html>

<script>

async function load() {

let say = await import('./say.js');

say.hi(); // Привет!

say.bye(); // Пока!

say.default(); // Модуль загружен (экспорт по умолчанию)!

}

</script>

<button onclick="load()">Нажми меня</button>

Динамический импорт работает в обычных скриптах, он не требует указания script type="module".

Хотя import() и выглядит похоже на вызов функции, на самом деле это специальный синтаксис, так же, как, например, super().

Так что нельзя копировать import в другую переменную или вызвать при помощи .call/apply. Это не функция.